**2-Sat :**

// 1- based.....

struct two\_sat{

int n,nn,m; vector<int>G[maxm],GT[maxm],DAG[maxm],C[maxm],topo; // G= graph.. GT= transpose graph.......

int col[maxm],comp,comp\_no[maxm],soln[maxm];

// comp= total number component;

// comp\_no[i]= component no of node i

// soln[i]= truth symbol of node i;

two\_sat(){}

void init(){

for(int i=0;i<=n+n;i++){

G[i].clear();

GT[i].clear();

DAG[i].clear();

C[i].clear();

}

topo.clear();

memset(col,0,sizeof(col));

memset(comp\_no,0,sizeof(comp\_no));

memset(soln,-1,sizeof(soln));

comp=0;

}

int inv(int no){

if(no<=n) return no+n;

return no-n;

}

void OR(int u,int v){

G[inv(v)].push\_back(u);

G[inv(u)].push\_back(v);

}

void AND(int u,int v){

G[u].push\_back(v);

G[v].push\_back(u);

}

void XOR(int u,int v){

G[inv(v)].push\_back(u);

G[u].push\_back(inv(v));

G[inv(u)].push\_back(v);

G[v].push\_back(inv(u));

}

void XNOR(int u,int v){

G[u].push\_back(v);

G[v].push\_back(u);

G[inv(u)].push\_back(inv(v));

G[inv(v)].push\_back(inv(u));

}

// problem Dependent.......

void build\_graph(){

int u,v,op;

nn=n+n;

for(int i=0;i<m;i++){

scanf("%d %d %d",&u,&v,&op);

if(op==1) XNOR(u,v);

else if(op==0) XOR(u,v);

}

}

void make\_reverse(){

for(int i=1;i<=nn;i++){

for(int j=0;j<G[i].size();j++){

GT[G[i][j]].push\_back(i);

}

}

}

int check\_solution(){

// Build scc..........

build\_scc();

for(int i=1;i<=n;i++){

if(comp\_no[i]==comp\_no[inv(i)]) return 0;

}

return 1;

}

void find\_solution(vector<int>&res){

int i,j,i\_p;

for(i=1;i<=comp;i++){

if(soln[i]==-1){

soln[i]=0;

i\_p=comp\_no[inv(C[i][0])];

soln[i\_p]=1;

for(j=0;j<C[i\_p].size();j++){

if(C[i\_p][j]<=n) res.push\_back(C[i\_p][j]);

}

}

}

}

void build\_dag(){

int i,j;

for(i=1;i<=nn;i++){

for(j=0;j<G[i].size();j++){

if(comp\_no[i]==comp\_no[G[i][j]]) continue;

DAG[comp\_no[i]].push\_back(comp\_no[G[i][j]]);

}

}

}

void build\_scc(){

make\_reverse();

int i;

for(i=1;i<=nn;i++){

if(!col[i]) dfs(i);

}

for(i=topo.size()-1;i>=0;i--){

if(!comp\_no[topo[i]]){

scc(topo[i],++comp);

}

}

}

void dfs(int s){

if(col[s]) return ;

col[s]=1;

for(int i=0;i<G[s].size();i++){

dfs(G[s][i]);

}

topo.push\_back(s);

}

void scc(int s,int comp){

if(comp\_no[s]) return ;

comp\_no[s]=comp;

C[comp].push\_back(s);

for(int i=0;i<GT[s].size();i++){

scc(GT[s][i],comp);

}

}

};

two\_sat T\_sat;

vector<int>res;

int main(){

int n,m;

while(scanf("%d",&n)==1){

scanf("%d",&m);

T\_sat.n=n; T\_sat.m=m;

T\_sat.init();

T\_sat.build\_graph();

int ans=T\_sat.check\_solution();

if(ans){

res.clear();

T\_sat.find\_solution(res);

printf("%d\n",res.size());

for(i=0;i<res.size();i++){

if(i) printf(" ");

printf("%d",res[i]);

}

puts("");

}

else{

printf("Impossible\n");

}

}

return 0;

}

**Biconnected Component :**

stack<pii>st\_pii;

set<int>sets[maxm];

void bi\_comp(int u,int v){

while(!st\_pii.empty()){

pii now=st\_pii.top(); st\_pii.pop();

sets[tot].insert(now.uu);

sets[tot].insert(now.vv);

if(now.uu==u && now.vv==v) break;

if(now.uu==v && now.vv==u) break;

}

tot++;

}

void dfs(int s,int pre,int root){

if(vis[s]) return;

vis[s]=1;

low[s]=dep[s]=tim++;

// bi-connected with a single vertex

if(G[s].size()==0){

sets[tot++].insert(s);

return ;

}

int i,j,k,c=0;

for(i=0;i<G[s].size();i++){

int d=G[s][i];

if(d==pre) continue;

if(vis[d] && dep[d]<dep[s]){

st\_pii.push(mp(s,d));

low[s]=mini(low[s],dep[d]);

}

else if(!vis[d]){

st\_pii.push(mp(s,d));

dfs(d,s,root); c++;

if(low[d]>=dep[s]){

bi\_comp(s,d);

if(s!=root){

is\_cut[s]=1;

}

}

low[s]=mini(low[s],low[d]);

}

}

if(s==root && c>1){

is\_cut[s]=1;

}

}

**Bellman Ford :**

struct edge{

int u, v,cost;};

edge edges[maxe]; int d[maxm],flag[maxm];

void bellman(int s,int n,int e){

int i,j,k,l,u,v;

for(i=1;i<=n;i++){

flag[i]=0;

d[i]=inf;

}

d[s]=0;

for(i=1;i<=n+5;i++){

for(j=0;j<e;j++){

u=edges[j].u;

v=edges[j].v;

if(d[v]>d[u]+edges[j].cost){

d[v]=d[u]+edges[j].cost;

if(i>n){

// negative cycle .....

flag[v]=1; // node v is in negative cycle

}}}}

**Euler Curcuit Print :**

// A C++ program print Eulerian Trail in a given Eulerian or Semi-Eulerian Graph

// A class that represents an undirected graph

class Graph

{

int V; // No. of vertices

list<int> \*adj; // A dynamic array of adjacency lists

public:

// Constructor and destructor

Graph(int V) { this->V = V; adj = new list<int>[V]; }

~Graph() { delete [] adj; }

// functions to add and remove edge

void addEdge(int u, int v) { adj[u].push\_back(v); adj[v].push\_back(u); }

void rmvEdge(int u, int v);

// Methods to print Eulerian tour

void printEulerTour();

void printEulerUtil(int s);

// This function returns count of vertices reachable from v. It does DFS

int DFSCount(int v, bool visited[]);

// Utility function to check if edge u-v is a valid next edge in

// Eulerian trail or circuit

bool isValidNextEdge(int u, int v);

};

/\* The main function that print Eulerian Trail. It first finds an odd

degree vertex (if there is any) and then calls printEulerUtil()

to print the path \*/

void Graph::printEulerTour()

{

// Find a vertex with odd degree

int u = 0;

for (int i = 0; i < V; i++)

if (adj[i].size() & 1)

{ u = i; break; }

// Print tour starting from oddv

printEulerUtil(u);

cout << endl;

}

// Print Euler tour starting from vertex u

void Graph::printEulerUtil(int u)

{

// Recur for all the vertices adjacent to this vertex

list<int>::iterator i;

for (i = adj[u].begin(); i != adj[u].end(); ++i)

{

int v = \*i;

// If edge u-v is not removed and it's a a valid next edge

if (v != -1 && isValidNextEdge(u, v))

{

cout << u << "-" << v << " ";

rmvEdge(u, v);

printEulerUtil(v);

}

}

}

// The function to check if edge u-v can be considered as next edge in

// Euler Tout

bool Graph::isValidNextEdge(int u, int v)

{

// The edge u-v is valid in one of the following two cases:

// 1) If v is the only adjacent vertex of u

int count = 0; // To store count of adjacent vertices

list<int>::iterator i;

for (i = adj[u].begin(); i != adj[u].end(); ++i)

if (\*i != -1)

count++;

if (count == 1)

return true;

// 2) If there are multiple adjacents, then u-v is not a bridge

// Do following steps to check if u-v is a bridge

// 2.a) count of vertices reachable from u

bool visited[V];

memset(visited, false, V);

int count1 = DFSCount(u, visited);

// 2.b) Remove edge (u, v) and after removing the edge, count

// vertices reachable from u

rmvEdge(u, v);

memset(visited, false, V);

int count2 = DFSCount(u, visited);

// 2.c) Add the edge back to the graph

addEdge(u, v);

// 2.d) If count1 is greater, then edge (u, v) is a bridge

return (count1 > count2)? false: true;

}

// This function removes edge u-v from graph. It removes the edge by

// replacing adjcent vertex value with -1.

void Graph::rmvEdge(int u, int v)

{

// Find v in adjacency list of u and replace it with -1

list<int>::iterator iv = find(adj[u].begin(), adj[u].end(), v);

\*iv = -1;

// Find u in adjacency list of v and replace it with -1

list<int>::iterator iu = find(adj[v].begin(), adj[v].end(), u);

\*iu = -1;

}

// A DFS based function to count reachable vertices from v

int Graph::DFSCount(int v, bool visited[])

{

// Mark the current node as visited

visited[v] = true;

int count = 1;

// Recur for all vertices adjacent to this vertex

list<int>::iterator i;

for (i = adj[v].begin(); i != adj[v].end(); ++i)

if (\*i != -1 && !visited[\*i])

count += DFSCount(\*i, visited);

return count;

}

// Driver program to test above function

int main()

{

// Let us first create and test graphs shown in above figure

Graph g1(4);

g1.addEdge(0, 1);

g1.addEdge(0, 2);

g1.addEdge(1, 2);

g1.addEdge(2, 3);

g1.printEulerTour();

Graph g2(3);

g2.addEdge(0, 1);

g2.addEdge(1, 2);

g2.addEdge(2, 0);

g2.printEulerTour();

Graph g3(5);

g3.addEdge(1, 0);

g3.addEdge(0, 2);

g3.addEdge(2, 1);

g3.addEdge(0, 3);

g3.addEdge(3, 4);

g3.addEdge(3, 2);

g3.addEdge(3, 1);

g3.addEdge(2, 4);

g3.printEulerTour();

return 0;

}

### Hierholzer's algorithm ( Euler Cuircuit Print ):

[Hierholzer](http://en.wikipedia.org/wiki/Carl_Hierholzer)'s 1873 paper provides a different method for finding Euler cycles that is more efficient than Fleury's algorithm:

* Choose any starting vertex *v*, and follow a trail of edges from that vertex until returning to *v*. It is not possible to get stuck at any vertex other than *v*, because the even degree of all vertices ensures that, when the trail enters another vertex *w* there must be an unused edge leaving *w*. The tour formed in this way is a closed tour, but may not cover all the vertices and edges of the initial graph.
* As long as there exists a vertex *v* that belongs to the current tour but that has adjacent edges not part of the tour, start another trail from *v*, following unused edges until returning to *v*, and join the tour formed in this way to the previous tour.

By using a data structure such as a [doubly linked list](http://en.wikipedia.org/wiki/Doubly_linked_list) to maintain the set of unused edges incident to each vertex, to maintain the list of vertices on the current tour that have unused edges, and to maintain the tour itself, the individual operations of the algorithm (finding unused edges exiting each vertex, finding a new starting vertex for a tour, and connecting two tours that share a vertex) may be performed in constant time each, so the overall algorithm takes [linear time](http://en.wikipedia.org/wiki/Linear_time).

Fleury's algorithm is an elegant but inefficient algorithm which dates to 1883.[[7]](http://en.wikipedia.org/wiki/Eulerian_path#cite_note-7) Consider a graph known to have all edges in the same component and at most two vertices of odd degree. The algorithm starts at a vertex of odd degree, or, if the graph has none, it starts with an arbitrarily chosen vertex. At each step it chooses the next edge in the path to be one whose deletion would not disconnect the graph, unless there is no such edge, in which case it picks the remaining edge left at the current vertex. It then moves to the other endpoint of that vertex and deletes the chosen edge. At the end of the algorithm there are no edges left, and the sequence from which the edges were chosen forms an Eulerian cycle if the graph has no vertices of odd degree, or an Eulerian trail if there are exactly two vertices of odd degree.

While the *graph traversal* in Fleury's algorithm is linear in the number of edges, i.e. *O*(|*E*|), we also need to factor in the complexity of detecting [bridges](http://en.wikipedia.org/wiki/Bridge_%28graph_theory%29). If we are to re-run [Tarjan](http://en.wikipedia.org/wiki/Robert_Tarjan)'s linear time bridge-finding algorithm after the removal of every edge, Fleury's algorithm will have a time complexity of *O*(|*E*|2). A dynamic bridge-finding algorithm of [Thorup (2000](http://en.wikipedia.org/wiki/Eulerian_path#CITEREFThorup2000)) allows this to be improved to ![O(|E|\log^3|E|\log\log|E|)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANIAAAAXBAMAAACMkgx2AAAAMFBMVEX///8iIiJAQEB0dHQWFhaKiooMDAzMzMwEBAS2trYwMDDm5uZiYmJQUFCenp4AAADG+azRAAAAAXRSTlMAQObYZgAAA4ZJREFUSA2llEtoU0EUhv8mpjc3j7aIIoLQNCqCFg11oQtFtyJoUBR3BoOIFCELEVGKQReCLgxVVARpfOFrM24UdGGsS1saUKhShSxEuvBRF1bwFf9zZ+6rWgk4kDtzzvnO+e+ZmRugtdGx/XZr4H9T8crkf9dorYCFT62BrVCpEiY8zl+5rsWy8N1p5QZmmQPABKIVh/owMippO4CbnJ5MZ7PdU1zZV/KBIpfviuEDiRJwaX4AmGFBgFT3nmxPU7Kc7Ic12CcBq6oL2V+4LkjJw7lgoUlFS9wakELWiSAQthwlDOWBQ5J1hKS1l48XQKKiC6W+085IyfYcH2bsQqdY4taAKKFoonoKWw4wpoCIZCUawP06uU8lzOEkhdo28lGbqXQZjyshoDWlecxJSdmOKnCLBo7l0cdJ6nfWUUNpplLs6Q3hfKA1pZ/UsZysKdg/pMLuHOR0pdBQI1nVK+7ewGretr7h7SsZkOEDRsl6vl4h2ru0ryF7GbQEsH/hocnagshXqTDWwCbjGrvaXXOV7M04pGIFu3xBIA5R0oBROqesfuzERZt1iwhaAqS+9UgjknUN8TIndCuc5iSueUjzRGTVnmNXiUxbBryOeviAUeItuIq56MwzXpQb4lkC8MxfMSBZb9DZxSn5DZgyruPe1rbnhkqIliNdYSUNaCWbO7IWPUYpZAkQz8iZO0rDWinNBLncFLe+IIm06Wk3lb7bp2MFxpzhA1opxsQN6qLaKdFiyBKAF02hbpTmFMgcywEnObNQVBQ/GiX2lJqy16+jSw8f8Hsaw9nnNQkXpSfPEmCD4v1uOMV6Ie+RPEBuP38slChz7jJKcZ5TNcoUd/iAVsIJ4A7W6HAxZAkgX1CbUxb8SK4Ab/P0XOOPheJV4F7NKHX047yKLXvEkB4+YJTeKbsf247y3eVGBC0BTrGLRVqJjcR6R58Jp7/cyNY92etNJUr2qgMYHFkBnGl+ZpYzbsIFpNDgdN3uHVaIN5sLZlryv7dkOrt8K0+DxVDQBeR5nz9x6eGvcK+SHCj/4XZ60t7kQjx4aQA2YawAwGKxugcg0phFSZrdZzj/BQKFohl+e27XcK0AwKw2L8536ZpF6aBCx8Z/KVmbedQG4GdirLDSoBfn4v0sStbrkdcu99eeMDAyWnMJuFZYqerHuZUljHu2v/JcsvDd6cB2hBDXCADjiCr8BpBrOON0WhY/AAAAAElFTkSuQmCC)but this is still significantly slower than alternative algorithms.

**Convex Hull Trick 1:**

*/\**

*ID: brian\_bi21*

*PROG: acquire (Usaco Mar 08).*

*Algo: Convex Hull Trick.*

*\*/*

#include <iostream>

#include <vector>

#include <algorithm>

**using** **namespace** std;

int pointer; *//Keeps track of the best line from previous query*

vector<long long> M; *//Holds the slopes of the lines in the envelope*

vector<long long> B; *//Holds the y-intercepts of the lines in the envelope*

*//Returns true if either line l1 or line l3 is always better than line l2*

bool **bad**(int l1,int l2,int l3)

{

*/\**

*intersection(l1,l2) has x-coordinate (b1-b2)/(m2-m1)*

*intersection(l1,l3) has x-coordinate (b1-b3)/(m3-m1)*

*set the former greater than the latter, and cross-multiply to*

*eliminate division*

*\*/*

**return** (B[l3]-B[l1])\*(M[l1]-M[l2])<(B[l2]-B[l1])\*(M[l1]-M[l3]);

}

*//Adds a new line (with lowest slope) to the structure*

void **add**(long long m,long long b)

{

*//First, let's add it to the end*

M.**push\_back**(m);

B.**push\_back**(b);

*//If the penultimate is now made irrelevant between the antepenultimate*

*//and the ultimate, remove it. Repeat as many times as necessary*

**while** (M.**size**()>=3&&**bad**(M.**size**()-3,M.**size**()-2,M.**size**()-1))

{

M.**erase**(M.**end**()-2);

B.**erase**(B.**end**()-2);

}

}

*//Returns the minimum y-coordinate of any intersection between a given vertical*

*//line and the lower envelope*

long long **query**(long long x)

{

*//If we removed what was the best line for the previous query, then the*

*//newly inserted line is now the best for that query*

**if** (pointer>=M.**size**())

pointer=M.**size**()-1;

*//Any better line must be to the right, since query values are*

*//non-decreasing*

**while** (pointer<M.**size**()-1&&

M[pointer+1]\*x+B[pointer+1]<M[pointer]\*x+B[pointer])

pointer++;

**return** M[pointer]\*x+B[pointer];

}

int **main**()

{

int M,N,i;

pair<int,int> a[50000];

pair<int,int> rect[50000];

**freopen**("acquire.in","r",stdin);

**freopen**("acquire.out","w",stdout);

**scanf**("%d",&M);

**for** (i=0; i<M; i++)

**scanf**("%d %d",&a[i].first,&a[i].second);

*//Sort first by height and then by width (arbitrary labels)*

**sort**(a,a+M);

**for** (i=0,N=0; i<M; i++)

{

*/\**

*When we add a higher rectangle, any rectangles that are also*

*equally thin or thinner become irrelevant, as they are*

*completely contained within the higher one; remove as many*

*as necessary*

*\*/*

**while** (N>0&&rect[N-1].second<=a[i].second)

N--;

rect[N++]=a[i]; *//add the new rectangle*

}

long long cost;

**add**(rect[0].second,0);

*//initially, the best line could be any of the lines in the envelope,*

*//that is, any line with index 0 or greater, so set pointer=0*

pointer=0;

**for** (i=0; i<N; i++) *//discussed in article*

{

cost=**query**(rect[i].first);

**if** (i<N)

**add**(rect[i+1].second,cost);

}

**printf**("%lld\n",cost);

**return** 0;

}

**Divide and Conquer Optimization :**

*/\**

*Author : rng\_58.*

*Sufficient Condition : pre[i][j]< pre[i][j+1] < pre[i][j+2].*

*Pre = Optimal path tracker .*

*\*/*

**REP**(i,N+1) dp[1][i] = **get\_cost**(0, i);

**for**(i=1;i<K;i++) **func**(i, 0, N+1, 0, N);

void **func**(int d, int l, int r, int sepl, int sepr){

int i;

**if**(r-l == 1) **return**;

int m = (l + r) / 2;

int sep = -1;

dp[d+1][m] = INF;

**for**(i=sepl;i<=sepr;i++) **if**(i <= m){

int tmp = dp[d][i] + **get\_cost**(i, m);

**if**(tmp < dp[d+1][m]){

dp[d+1][m] = tmp;

sep = i;

}

}

**func**(d, l, m, sepl, sep);

**func**(d, m, r, sep, sepr);

}

**Knuth Optimization :**

Let F[a][b] be the minimum cost to make all cuts from a to b inclusive.  
In the standart n^3 solution :  
  
F[a][b] = min(F[a][c-1] + F[c+1][b] + length(a, b)) - for every c from a to b;  
  
Let P[a][b] be the c for which F[a][b] is minimized. It can be shown that:  
  
F[a][b] = min(F[a][c-1] + F[c+1][b] + length(a, b)) - for every c from

P[a][b - 1] to P[a + 1][b];

**# convert spherical to cartesian co-ordinate......**

*// convert spherical to cartesian co-ordinate......*

void **sph\_to\_cartesian**(double R,double lat,double lng,point3D &p){

lat=**convdr**(lat);

lng=**convdr**(lng);

p.x=R\***sin**(lat)\***cos**(lng);

p.y=R\***sin**(lat)\***sin**(lng);

p.z=R\***cos**(lat);

}

**# convert longitude/latitude to cartesian co-ordinate......**

*// convert longitude/latitude to cartesian co-ordinate......*

void **earth\_to\_cartesian**(double R,double lat,double lng,point3D &p){

lat=**convdr**(lat);

lng=**convdr**(lng);

p.x=R\***cos**(lat)\***cos**(lng);

p.y=R\***cos**(lat)\***sin**(lng);

p.z=R\***sin**(lat);

}

**# convert cartesian co-ordinate to longitude/latitude**

lat = asin(z / R)

lon = atan2(y, x)

**Inside Triangle**

bool **inside\_tri**(tri t,point p){

point p1=t.p1,p2=t.p2,p3=t.p3;

*// check for boundary........*

**if**(**iseq**(**cross**(p,p1,p2),0) && **inside\_segment**(**segment**(p1,p2),p)) **return** 1;

**if**(**iseq**(**cross**(p,p2,p3),0) && **inside\_segment**(**segment**(p2,p3),p)) **return** 1;

**if**(**iseq**(**cross**(p,p1,p3),0) && **inside\_segment**(**segment**(p1,p3),p)) **return** 1;

*// .........*

**if**(**cross**(p,p1,p2)\***cross**(p3,p1,p2)<0) **return** 0;

**if**(**cross**(p,p2,p3)\***cross**(p1,p2,p3)<0) **return** 0;

**if**(**cross**(p,p1,p3)\***cross**(p2,p1,p3)<0) **return** 0;

**return** 1;

}

**Important Formulas**

# Area of a triangle :

Let *K* be the triangle's area and let *a*, *b* and *c*, be the lengths of its sides. By Heron’s Formula , the area of the triangle is

K = sqrt( s \* (s-a) \* (s-b) \* (s –c) ).

where **S** is the semiperimeter .

![s= \tfrac{1}{2}(a+b+c)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIYAAAAYBAMAAADNO5iRAAAAMFBMVEX///8EBARQUFAwMDBAQEAMDAyenp62trYiIiKKiorMzMwWFhZ0dHRiYmLm5uYAAABoxaDYAAAAAXRSTlMAQObYZgAAAfdJREFUOBGVkz9Iw0AUxj9NNWmsibODFCcXwVUU6SxVHATXODmIkMG12MFFF8VNHIy6CaIuKojQQXCpUFAX8U8XF0FaFBQUre8ul3rNHUjfcHnf73vvcZdLAE0sa1iTaK27yQZdOZ/RGegshaV8BXHAZ6yrnr2SUeGIihhhM+wBjeeuqnBHRYywGYZujwtlZjeG4TVqodiMDtmxhLgRz0gz2a7bcLiPc1HOH1HPooCR5rIKvBQLwokec29ElkiZ/fdpDqOe77vxBu2MFYEj4MD5JJ44ZXHCK/hyTOsG9gtciBnmK65kjdnylo9hJPMIOI8tPXQ1n3BDT8zonMAmLxPa+cA20Avz6zbW7dZqtSrolMYBpkNP9BgZPMozqIDimjZc8ziPLT+AW0IfUTrmYXjMlgKGZE0FFNfYhZUPCxvfB93vvoczVgSIfVR8fMuaCijGMIlUhmXxmAIqgfOe4lzMcJHsknUlgBlgECOwyrH+3JUPetto81p/ZuSejuCJHAox01pFDpjCXvGB47/FKZl0KfSN2dlSb4Fz0WNnR8MyoZ3sJc2c+GutZ2YV78BTXVMieupI1sl0HUuJz766hCcRQ8pZKmsriJmhTKQBJ6+1VDivIkb4/zan9xQ6oBAG2ksOrcmA5f9GqqwtyT1faHkT0Ga/SzPxC63PdaifuALRAAAAAElFTkSuQmCC) .

**length of median to side c** = sqrt(2\*(a\*a+b\*b)-c\*c)/2

**length of bisector of angle C** = sqrt(ab[(a+b)\*(a+b)-c\*c])/(a+b) .

**Radius of a In-cicle:**

The radius of the incircle (also known as the **inradius**, *r* ) is

![r = \frac{2K}{P} = \sqrt{\frac{(s-a)(s-b)(s-c)}{s}}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASMAAAAzBAMAAAAur3MxAAAAMFBMVEX///8MDAxAQEAWFhZQUFCenp7MzMzm5uYiIiIEBAS2trZ0dHQwMDBiYmKKiooAAABTe8vSAAAAAXRSTlMAQObYZgAABF9JREFUWAnFmE+I3HQUx7+d3Ul2Mv8W8eRpsEjFZVHoSWFxDlUEDw7qzcMGFL0Ik9aLijCjIoWCdoVSvRk8KrKLKBSsNL1oD+qOsmptuxgERRBshXYXW1d9Lxk1mbyXzi9u6PeQSd7n+17eZDL584Bi+qssFWuHs4LiqSVl2p2SChcvW10rnltSZtOnwp5c3I7DIs1jGEO56nWjDXLMurKt7nNcpnkMMZSLPrx3H4Gzv9+G6ltHRAu39LVIKMjJArWOdlTGGWMYr04snRFepJDzJ2B/MsHGm9SSFYzXMx8vUMQKaDGhdghoLLIylFUB+iOguQ28KzvwHjDnKgyVnkxX6fTSWFSLoax2B+0hVZ1HS/N8CDwuJ1PUoWSJfpnDomKcKGtPgBpB6uwb2RD96hsaA1YAib7EGQqLixFU1e8Cq+GznmYIgNeIWQ9+lHZUFza7wCsy3Tn/qcpgLVIpSlT1EDXz/fPrPc0QAMeJzWDgpiwn0F8DFkXqXMZJjQGPeKs9TtRkXSFy+sd2oBisLkAnP36Gk3I4W2i7wAGRNuexrDFYW3gigql6iY2ZkDZedyu8W0mtELhEYPlVl/GTrKdoZW7Ie8VXSWpFlI76XAenJlgqM06kpagvKGpdg3VZpPGlmVuq38uH0/qM9TmttUd4gD7GLcX06YiOgFqI0xPsv8zBGuVxoqJmCB/1LeBuxcAXbzqCloszKUffx5L9z48zSQcejmkMqz4Xol9c0S/ACI0V4GIoO7ilW+h7B/ghZeh79tU6sCDSAVpvaIz/JvQVKFGWs7S5MeL9RVdMyXOIgvTjNjykbzh7/Nntd4B7RDrjHuxpDHMh3xEoUVaNHmLDytGbPHv9D1+0PEbR9+kyff4DN8WdhW8P0FlDx1eg1sIdZJYZ7MWPqV+CRXWOEg+qydWOTvMYGBZVQIkVX8tuuDrNY2BYVAEl2rwQ9TZFNZrHwLCoAk6k/6WsgMMKzWP/57WHnvFIdZ+XWTU9jsk0jyGGQOtC/aSfratGbJd2R3+OElWvHeabN/buZw3lPSXgbEjnbnQcZOsuRH9q9xyTMoMuXSJNEsy9Ht+600q/7qcZTgzjltKmXduK9sa3bgM9Og9+silVS3H1xOmS3V0Cti4Bv2Yduxq5albNIv/9Zimm7ip9ayNdK3eS89wI9cCoIeDm0lvSGjr72623H5HgGdgdKV5+jCcCF31hP9/hRg2XeCIgvjQte02pU6H53Q7RREB+zu37JV+81W9S69Br2kjA7bUb1RLfi18WOsJMx7ClzOBAqjpN7JSLQ4clY+MuepUwUWZwYJKc9K5vbtyX3P53vblCwyUTTQ4OTHJT3jdTW4mN6va+xNYUq+PBwRTOfIu1o3H7SqAhOR6PBmRmEq3rd+OdwKRQdnBglJ0w80RA0f6uAuRwbXJwINuuH60NVc+doYokkBkcSKYpYjQRcDUbXR5MlBkcmCRP6c0+rE+ZWJ7tmfJKF61MY7ZS9TfV2eynllpotQAAAABJRU5ErkJggg==)

Thus, the area *K* of a triangle may be found by multiplying the inradius by the semiperimeter:
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**Regular Polygon :**

a regular polygon is a Polygon that is [equiangular](http://en.wikipedia.org/wiki/Equiangular_polygon) (all angles are equal in measure) and [equilateral](http://en.wikipedia.org/wiki/Equilateral) (all sides have the same length).

**Angle :**

For a regular convex *n*-gon, each interior angle has a measure of:

**![(n-2)\times \frac{180}{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAApBAMAAAD5ZnsDAAAAMFBMVEX///9AQEB0dHS2trYMDAwEBASKiooWFhYiIiIwMDCenp5iYmLMzMxQUFDm5uYAAAAgETWjAAAAAXRSTlMAQObYZgAAAkFJREFUSA2dlMFrE0EUxn8xJk2azSZVRLAHAz15sp4iegnexIMerReLVy/pxaPUu4fopQgF07/AKCJCUfYmBaFWQZGKLNJLDoXWQxWCjW+y2TCzO7uQfbA7733f+2Zm38xbmMbcOji7Oz7O/LtpdCr3wyrs47bZ84viTmP9syL4Al/5DnemUUpuWbRPlfYGPMqgvdijzRGsZdDO/LnkOaI9k0HL8wFZtZWFm52s2lfkBlm1LXjN70y1ctpQUGe0kqFWt6A/uRtu0gR+jFB34yWss+cFd/JHLGUMLESJ6vnDnxSfzHk4p0a9UOlGUySenVvxyfkWxoC2jGgcXKXUwu3YKB17rAehX8cZwLkwTBhVzeN2CH/hcpwwkMonIxwH1+G2OkdlPXmujLzoq7QM9zv33voRwvkHpa4CdyD/MMIGYcGDxpKXiy5fPYacWpJqnaavnJjVfIreEeV6hNnuiiqYcCdhWWrgzh5QaIjW+ajMFw8eyFMJJqyu+QqhNjTsQGmprrLty7j1TFlPPMrL8hpr80sKsZjsmZke3yK3+g35yZ6b+8H6MfXJRdnMItcqBlNsIECuoUD5Wim1zdTmXsDxL4Nsbm7uyn5kXlSRpdQ2OyHwBZjvGeTd4VB+hcHdUGf72WDDwG2FXnzciEMmctoM9WhdD2x+3waOsLz9K7V8KWmClRNwDY79WkLufejoo61vdD7Nt/VNWr7GWftG49PcSd+kJSVxYd8k8Wm4pW/S0g0u3jcGnRrE+yY13SC1vvkPn/CWnOBvOaIAAAAASUVORK5CYII=)**  degrees .

**Apothem:** The **apothem** of a [regular polygon](http://en.wikipedia.org/wiki/Regular_polygon) is a line segment from the center to the midpoint of one of its sides. Equivalently, it is the line drawn from the center of the polygon that **is perpendicular to one of its sides.**

**Circumradius:**

The [**circumradius**](http://en.wikipedia.org/wiki/Circumradius) from the center of a regular polygon to one of the vertices is related to the side **length** ***s*** or to the [**apothem**](http://en.wikipedia.org/wiki/Apothem) ***a*** by
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**Area :**

The **area *A*** of a convex regular *n*-sided polygon having **Side *s***, **circumradius *r***, **apothem *a***, and **perimeter *p*** is given by
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# Centroid of a 2D polygon:

As in the calculation of the area above, xN is assumed to be x0, in other words the polygon is closed.

![](data:image/jpeg;base64,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)

**Searching**

**Ternary Search :**

double **ts**(){

double min=0;

double max=1;

int c=100; //for higher precision have to increase

double k,l,f,g;

**while**(c--){

f=min+(max-min)/(double)3.0;

g=min+(double)2.0\*((max-min)/(double)3.0);

k=**fun**(f); l=**fun**(g);

**if**(k<l){

max=g;

}

**else**{

min=f;

}

}

return (min+max)/2.0 ;

}

// problem dependent . . . .

double **fun**(double piv){  
}

**Green Hackenbush :**

*/\**

*Author : misof*

*Problem : ipsc 2003 G [hackenbush] (c) misof*

*Algo : Green Hackenbush .*

*\*/*

#define **min**(x,y) ((x)<(y))?(x):(y)

int Cases,N,M;

vector< list<int> > G,G2;

vector<int> GV;

vector<int> visited,from,time\_disc,time\_up;

int DFStime;

void **DFS\_Visit**(int v){

int edges\_to\_parent=0;

visited[v]=1; time\_disc[v]=time\_up[v]=++DFStime;

**for** (list<int>::iterator start=G[v].**begin**();start!=G[v].**end**();start++) {

**if** (!visited[\*start]) { from[\*start]=v; **DFS\_Visit**(\*start); time\_up[v]=**min**(time\_up[v],time\_up[\*start]); }

**else** {

**if** ((\*start)!=from[v]) { time\_up[v]=**min**(time\_up[v],time\_disc[\*start]); }

**else** {

**if** (edges\_to\_parent) { time\_up[v]=**min**(time\_up[v],time\_disc[\*start]); }

edges\_to\_parent++;

}

}

}

}

void **FindBridges**(void){

time\_disc.**clear**(); time\_up.**clear**(); visited.**clear**(); from.**clear**();

visited.**resize**(N+3,0); time\_disc.**resize**(N+3,0); time\_up.**resize**(N+3,0); from.**resize**(N+3,0);

from[1]=1; DFStime=0;

**DFS\_Visit**(1);

}

int **IsBridge**(int v\_lo, int v\_high) {

**if** (v\_high!=from[v\_lo]) **return** 0;

**return** ( time\_disc[v\_lo]==time\_up[v\_lo] );

}

void **ContractGraph**(void){

vector<int> **color**(N+3,0);

int colors=1;

color[1]=1;

list<int> Q;

Q.**clear**(); Q.**push\_back**(1);

**while** (!Q.**empty**()) {

int where=Q.**front**(); Q.**pop\_front**();

**for** (list<int>::iterator it=G[where].**begin**(); it!=G[where].**end**(); it++) **if** (!color[\*it]) {

**if** (**IsBridge**(\*it,where)) color[\*it]=++colors; **else** color[\*it]=color[where];

visited[\*it]=1; Q.**push\_back**(\*it);

}

}

G2.**clear**(); G2.**resize**(N+3);

**for** (int i=1;i<=N;i++)

**for** (list<int>::iterator it=G[i].**begin**(); it!=G[i].**end**(); it++)

G2[color[i]].**push\_back**(color[\*it]);

}

int **GrundyValue**(int v){

int loops=0,gv=0;

**if** (GV[v]!=-1) **return** GV[v]; GV[v]=1000000000;

**for** (list<int>::iterator start=G2[v].**begin**(); start!=G2[v].**end**(); start++) {

**if** ((\*start)==v) loops++; **else** **if** (GV[\*start]!=1000000000) gv^=(1+**GrundyValue**(\*start));

}

loops/=2; **if** (loops%2) gv^=1;

**return** GV[v]=gv;

}

int **main**(void){

int v1,v2;

*//freopen("g1.in","r",stdin);*

*//freopen("out.txt","w",stdout);*

cin >> Cases;

**while** (Cases--) {

*// read graph dimensions*

cin >> N >> M;

*// read the graph*

G.**clear**(); G.**resize**(N+3);

**for** (int i=0;i<M;i++) { cin >> v1 >> v2; G[v1].**push\_back**(v2); G[v2].**push\_back**(v1); }

*// collapse all circuits in the graph*

**FindBridges**();

**ContractGraph**();

*// compute the SG value*

GV.**clear**(); **for** (int i=0;i<=N;i++) GV.**push\_back**(-1);

int result=**GrundyValue**(1);

**if** (result) cout << "Alice\n"; **else** cout << "Bob\n"; *//cout << result << "\n";*

}

**return** 0;

}

**Red\_blue Hacken Bush (stalk Only):**

*/\**

*problem: codechef (chef game) .*

*Algo : red-blue hackenbush.*

*\*/*

#define MAXN 55

**typedef** long long int64;

*/\**

*Problem can be reduced to red-black hackenbush*

<http://en.wikipedia.org/wiki/Hackenbush>

*Each pile represent a hackenbush stalk*

*Game value cooresponding to hackenbush stalk is easy to find.*

*Please refer here :* <http://www.geometer.org/mathcircles/hackenbush.pdf.>

*For hackebush games value of two disjoint game is equal to sum of individual game value.*

*(*<http://www-math.mit.edu/~rstan/transparencies/games.pdf>*)*

*\*/*

int t,n,tcase;

int arr[MAXN];

int64 **calculate**(){

int64 res = 0; int64 value = 1LL<<48;

res = (arr[0]%2==0)?value:-value;

bool is\_changed = **false**;

**for**(int i=1; i<n; ++i){

**assert**(arr[i]!=arr[i-1]);

**if**(arr[i]%2 != arr[i-1]%2){

is\_changed = **true**;

}

**if**(is\_changed) value /= 2;

res += (arr[i]%2==0)?value:-value;

}

**return** res;

}

int **main**(){

**for**(**scanf**("%d",&tcase); tcase; tcase-=1){

**scanf**("%d",&t);

int64 res = 0;

**for**(int i=0; i<t; ++i){

**scanf**("%d",&n);

**for**(int j=0; j<n; ++j) **scanf**("%d",&arr[j]);

**sort**(arr,arr+n);

res += **calculate**();

}

**if**(res > 0 ) **printf**("FIRST\n");

**else** **if**(res < 0 ) **printf**("SECOND\n");

**else** **printf**("DON'T PLAY\n");

}

**return** 0;

}

**Matrix**

**Gaussian Elimination :**

*Problem : LOJ 1151 - Snakes and Ladders*

#define maxm 110

int n,m;

int pos[maxm];

*///Gaussian Elimination...............................................*

#define **eps** (1e-9)

#define **iseq**(a,b) (**fabs**(a-b)<eps)

*// a1x1+a2x2+.....=b1 .....*

double a[maxm][maxm],b[maxm],x[maxm];

void **gauss**(int r,int c){

int i,j,k,l;

double val;

i=j=0;

**while**(i<r&&j<c){

**for**(k=i;k<r;k++){

**if**(**iseq**(a[k][j],0.0)) **continue**;

**for**(l=j;l<c;l++){

**swap**(a[i][l],a[k][l]);

}

**swap**(b[i],b[k]);

**break**;

}

**if**(k==r){

j++; **continue**;

}

*// Making jth col of every row from (i+1)th to rth row into zero........*

**for**(k=i+1;k<r;k++){

val=a[k][j]/a[i][j];

**for**(l=j;l<c;l++){

a[k][l]-=(a[i][l]\*val);

}

b[k]-=(b[i]\*val);

}

i++; j++;

}

*/// Additional information.............*

*/\**

*rep(k,i,r)*

*{*

*rep(j,0,c) if(!(fabs(a[k][j])<eps)) goto stop ;*

*if(!(fabs(b[k])<eps)) return -1 ; // no solution*

*stop : ;*

*}*

*if(i>c) return -1 ; // no solution*

*if(i==c) return 0 ; // unique solution*

*if(i<c) return 1 ; // multiple solution*

*\*/*

*/// ................*

**for**(i=c-1;i>=0;i--){

x[i]=b[i];

**for**(k=i+1;k<c;k++){

x[i]-=(a[i][k]\*x[k]);

}

**if**(!**iseq**(a[i][i],0.0)) x[i]/=a[i][i];

}

}

*/// Gaussian Elimination Finish.....................*

int **main**(){

int i,j,k,l,test,t=1;

**scanf**("%d",&test);

**while**(test--){

**for**(i=0;i<=100;i++){

pos[i]=i;

}

**scanf**("%d",&m);

**for**(i=1;i<=m;i++){

**scanf**("%d %d",&k,&l);

k--; l--;

pos[k]=l;

}

n=100;

**memset**(a,0.0,**sizeof**(a));

**for**(i=0;i<n;i++){

a[i][i]=1.0;

**if**(pos[i]!=i){

a[i][pos[i]]=-1.0;

b[i]=0.0;

**continue**;

}

**if**(i==n-1){ b[i]=0; **continue**; }

**else** b[i]=1;

*// prob= probabilty.........*

double prob=(double) 1.0/ (double) 6.0;

**for**(j=1;j<=6;j++){

k=(i+j);

**if**(k>99) k=i;

k=pos[k];

a[i][k]-=(prob);

}

}

**gauss**(n,n);

**printf**("Case %d: %.8lf\n",t++,x[0]);

}

**return** 0;

}

**Memorization Technique in Matrix Expo :**

**memcpy**(mem[0],base,**sizeof**(base));

**for**(i=1;i<=62;i++){

**cal**(mem[i-1],mem[i-1],mem[i]);

}

void **exp**(ii r[4][4],ii n){

ii b[4][4];

**memcpy**(r,unit,**sizeof**(unit));

**memcpy**(b,base,**sizeof**(base));

int j=0;

**while**(n>0){

**if**(n%2==1) **cal**(r,mem[j],r);

n/=2; j++;

*//cal(b,b);*

}

}

**Primality Test:**

*/\* this function calculates (a\*b)%c taking into account that a\*b might overflow \*/*

ii **mulmod**(ii a,ii b,ii c){

ii x = 0,y=a%c;

**while**(b > 0){

**if**(b%2 == 1){

x = (x+y)%c;

}

y = (y\*2)%c;

b /= 2;

}

**return** x%c;}

*/\* Miller-Rabin primality test, iteration signifies the accuracy of the test \*/*

bool **Miller**(long long p,int iteration){

**if**(p<2){

**return** **false**;

}

**if**(p!=2 && p%2==0){

**return** **false**;

}

long long s=p-1;

**while**(s%2==0){

s/=2;

}

**for**(int i=0;i<iteration;i++){

long long a=**rand**()%(p-1)+1,temp=s;

long long mod=**big\_mod**(a,temp,p);

**while**(temp!=p-1 && mod!=1 && mod!=p-1){

mod=**mulmod**(mod,mod,p);

temp \*= 2;

}

**if**(mod!=p-1 && temp%2==0){

**return** **false**;

}

}

**return** **true**;

}

**Extended Euclid :**

*/\**

*Problem : LOJ 1306 (Solutions to an Equation ).*

*Algo : Extended Euclid ( Number of solution of a Linear Diaphontine equation in a given range ).*

*\*/*

*// Extended Euclid .....*

**struct** node{

ii x,y,g;

**node**(){};

**node**(ii xx,ii yy,ii gg){ x=xx; y=yy; g=gg;};

};

*// ax+by=g where g=gcd(a,b)....*

node **euclid**(ii a,ii b){

**if**(!b) **return** **node**(1,0,a);

node r=**euclid**(b,a%b);

**return** **node**(r.y,r.x-(a/b)\*r.y,r.g);

}

*//............//*

ii A,B,C,xl,xh,yl,yh;

ii **find\_lo**(ii x0,ii y0,ii ag,ii bg);

int **valid\_lo**(ii x0,ii t,ii bg,ii lo,ii hi);

ii **find\_hi**(ii x0,ii y0,ii ag,ii bg);

int **valid\_hi**(ii x0,ii t,ii bg,ii lo,ii hi);

ii **common**(ii a,ii b,ii c,ii d){

**if**(b<c || d<a) **return** 0;

**if**(a>=c && b<=d) **return** (b-a+1);

**if**(c>=a && d<=b) **return** (d-c+1);

**if**(b>=c && a<=c) **return** (b-c+1);

**if**(a<=d && b>d) **return** (d-a+1);

**return** 0;

}

ii **find\_ans**(){

node piv=**euclid**(A,B);

**if**(!piv.g){

**if**(C) **return** 0;

**return** (xh-xl+1)\*(yh-yl+1);

}

**if**(C%piv.g) **return** 0;

ii x0=piv.x,y0=piv.y;

x0\*=(C/piv.g); y0\*=(C/piv.g);

ii ag=A/piv.g,bg=B/piv.g;

*// x= x0 - t\*bg , y= y0 + t\*ag;*

ii lo1=**find\_lo**(x0,bg,xl,xh);

ii lo2=**find\_lo**(y0,-ag,yl,yh);

ii hi1=**find\_hi**(x0,bg,xl,xh);

ii hi2=**find\_hi**(y0,-ag,yl,yh);

**return** **common**(lo1,hi1,lo2,hi2);

}

**scanf**("%lld %lld %lld %lld %lld %lld %lld",&A,&B,&C,&xl,&xh,&yl,&yh);

C=-C;

**printf**("Case %d: %lld\n",t++,**find\_ans**());

ii **find\_lo**(ii x0,ii bg,ii lox,ii hix){

*// x= x0 - t\*bg , y= y0 + t\*ag;*

ii lo=-inf,hi=inf;

ii mid;

**while**(lo<hi){

mid=lo+hi; mid/=2;

**if**(**valid\_lo**(x0,mid,bg,lox,hix)){

**if**(hi==mid){

**if**(**valid\_lo**(x0,mid-1,bg,lox,hix)) **return** mid-1;

**return** mid;

}

hi=mid;

}

**else**{

lo=mid+1;

}

}

**return** hi;

}

ii **find\_hi**(ii x0,ii bg,ii lox,ii hix){

*// x= x0 - t\*bg , y= y0 + t\*ag;*

ii lo=-inf,hi=inf;

ii mid;

**while**(lo<hi){

mid=lo+hi; mid/=2;

**if**(**valid\_hi**(x0,mid,bg,lox,hix)){

**if**(lo==mid){

**if**(**valid\_hi**(x0,mid+1,bg,lox,hix)) **return** mid+1;

**return** mid;

}

lo=mid;

}

**else**{

hi=mid-1;

}

}

**return** lo;

}

int **valid\_lo**(ii x0,ii t,ii bg,ii lo,ii hi){

*// check increasing .....*

**if**(bg<0){

**if**(x0-(t\*bg)<lo) **return** 0;

**return** 1;

}

**else**{

**if**(x0-(t\*bg)>hi) **return** 0;

**return** 1;

}

}

int **valid\_hi**(ii x0,ii t,ii bg,ii lo,ii hi){

*// check increasing .....*

**if**(bg<0){

**if**(x0-(t\*bg)>hi) **return** 0;

**return** 1;

}

**else**{

**if**(x0-(t\*bg)<lo) **return** 0;

**return** 1;

}

}

**Heavy-Light Decomposition :**

/\*

Problem : Spoj – Query on a tree

\*/

#define maxm 200100

#define lg\_maxm 20

struct tree{

int mx\_cost;

};

tree seg\_T[4\*maxm];

int n,m;

vector<int>G[maxm],W[maxm],edge\_ind[maxm];

int L[maxm],T[maxm],P[maxm][lg\_maxm],subtree\_size[maxm];

int edge[maxm],ptr;

int chain\_head[maxm],chain\_ind[maxm],chain\_no;

int pos\_in\_base[maxm],base\_arr[maxm];

// fixing parent,size and level

void dfs(int s,int pre,int lev){

T[s]=pre;

L[s]=lev;

subtree\_size[s]=1;

for(int i=0;i<G[s].size();i++){

if(G[s][i]==pre) continue;

edge[edge\_ind[s][i]]=G[s][i];

dfs(G[s][i],s,lev+1);

subtree\_size[s]+=subtree\_size[G[s][i]];

}

}

// Updating sparse table for lca . . .

void init\_sparse(){

int i,j;

for(i=0;i<=n;i++){

for(j=0;(1<<j)<n;j++){

P[i][j]=-1;

}

}

// the first ancestor ..

for(i=1;i<=n;i++){

P[i][0]=T[i];

}

// sparse table ..

for(j=1;(1<<j)<n;j++){

for(i=1;i<=n;i++){

if(P[i][j-1]!=-1){

P[i][j]=P[P[i][j-1]][j-1];

}

}

}

}

/\*

\* Actual HL-Decomposition part

\* Initially all entries of chainHead[] are set to -1.

\* So when ever a new chain is started, chain head is correctly assigned.

\* As we add a new node to chain, we will note its position in the baseArray.

\* In the first for loop we find the child node which has maximum sub-tree size.

\* The following if condition is failed for leaf nodes.

\* When the if condition passes, we expand the chain to special child.

\* In the second for loop we recursively call the function on all normal nodes.

\* chainNo++ ensures that we are creating a new chain for each normal child.

\*/

void heavy\_light(int s,int pre,int curr\_cost){

if(chain\_head[chain\_no]==-1){

chain\_head[chain\_no]=s; // Assign chain head

}

chain\_ind[s]=chain\_no;

pos\_in\_base[s]=++ptr; // Position of this node in baseArray which we will use in Segtree

base\_arr[ptr]=curr\_cost;

int heavy\_child=-1,heavy\_cost=0,heavy\_size=0,i;

// Loop to find heavy child

for(i=0;i<G[s].size();i++){

if(G[s][i]==pre) continue;

if(subtree\_size[G[s][i]]>heavy\_size){

heavy\_size=subtree\_size[G[s][i]];

heavy\_child=G[s][i];

heavy\_cost=W[s][i];

}

}

if(heavy\_child!=-1){

// Expand the chain

heavy\_light(heavy\_child,s,heavy\_cost);

}

for(i=0;i<G[s].size();i++){

if(G[s][i]==pre || G[s][i]==heavy\_child) continue;

// light node . . . .

chain\_no++;

heavy\_light(G[s][i],s,W[s][i]);

}

}

void init\_segtree(int node,int b,int e){

if(b>e) return ;

if(b==e){

seg\_T[node].mx\_cost=base\_arr[b];

return ;

}

int left=node<<1,right=left+1,mid=b+e;

mid/=2;

init\_segtree(left,b,mid);

init\_segtree(right,mid+1,e);

seg\_T[node].mx\_cost=maxi(seg\_T[left].mx\_cost,seg\_T[right].mx\_cost);

}

int seg\_query(int node,int b,int e,int k,int l){

if(b>e) return 0;

if(b==k && e==l) return seg\_T[node].mx\_cost;

int left=node<<1,right=left+1,mid=b+e;

mid/=2;

if(l<=mid) return seg\_query(left,b,mid,k,l);

else if(k>mid) return seg\_query(right,mid+1,e,k,l);

else{

return maxi(seg\_query(left,b,mid,k,mid),seg\_query(right,mid+1,e,mid+1,l));

}

}

void seg\_update(int node,int b,int e,int ind,int v){

if(b>e) return ;

if(b==e){

seg\_T[node].mx\_cost=v;

return ;

}

int left=node<<1,right=left+1,mid=b+e;

mid/=2;

if(ind<=mid) seg\_update(left,b,mid,ind,v);

else seg\_update(right,mid+1,e,ind,v);

seg\_T[node].mx\_cost=maxi(seg\_T[left].mx\_cost,seg\_T[right].mx\_cost);

}

int lca(int p,int q){

int log, i;

//if p is situated on a higher level than q then we swap them

if (L[p] < L[q])

swap(p,q);

//we compute the value of [log(L[p)]

for (log = 1; 1 << log <= L[p]; log++);

log--;

//we find the ancestor of node p situated on the same level

//with q using the values in P

for (i = log; i >= 0; i--)

if (L[p] - (1 << i) >= L[q])

p = P[p][i];

if (p == q)

return p;

//we compute LCA(p, q) using the values in P

for (i = log; i >= 0; i--)

if (P[p][i] != -1 && P[p][i] != P[q][i])

p = P[p][i], q = P[q][i];

return T[p];

}

/\*

\* query\_up:

\* It takes two nodes u and lc, condition is that lc is an ancestor of u

\* We query the chain in which u is present till chain head, then move to next chain up

\* We do that way till u and lc are in the same chain, we query for that part of chain and break

\*/

int query\_up(int u,int lc){

if(u==lc) return 0;

int u\_chain,lc\_chain,ret=-1;

lc\_chain=chain\_ind[lc];

while(1){

if(u==lc) break;

u\_chain=chain\_ind[u];

if(u\_chain==lc\_chain){

// Both u and lc are in the same chain, so we need to query from u to lc, update ret and break.

// We break because we came from u up till v, we are done

ret=maxi(ret,seg\_query(1,1,ptr,pos\_in\_base[lc]+1,pos\_in\_base[u]));

return ret;

}

ret=maxi(ret,seg\_query(1,1,ptr,pos\_in\_base[chain\_head[u\_chain]],pos\_in\_base[u]));

// Above is call to segment tree query function. We do from chainHead of u till u. That is the whole chain from

// start till head. We then update the answer

u=chain\_head[u\_chain]; // move u to u's chainHead

u=T[u]; //Then move to its parent, that means we changed chains

}

return ret;

}

int query(int u,int v){

int lc=lca(u,v);

int ret=maxi(query\_up(u,lc),query\_up(v,lc));

return ret;

}

void update(int u,int v){

seg\_update(1,1,ptr,pos\_in\_base[u],v);

}

int main(){

int i,j,k,l,test,t=1;

//freopen("in.txt","r",stdin);

//freopen("out.txt","w",stdout);

scanf("%d",&test);

while(test--){

scanf("%d",&n);

// init\_all

ptr=0,chain\_no=1;

for(i=0;i<=n;i++){

G[i].clear();

W[i].clear();

edge\_ind[i].clear();

chain\_head[i]=-1;

}

for(i=1;i<n;i++){

scanf("%d %d %d",&k,&l,&j);

G[k].push\_back(l);

W[k].push\_back(j);

edge\_ind[k].push\_back(i);

G[l].push\_back(k);

W[l].push\_back(j);

edge\_ind[l].push\_back(i);

}

// init . . .

dfs(1,1,1);

init\_sparse();

heavy\_light(1,1,0);

// seg-tree

init\_segtree(1,1,ptr);

char qs[10];

int u,v;

while(1){

scanf("%s",qs);

if(qs[0]=='D') break;

scanf("%d %d",&u,&v);

if(qs[0]=='Q'){

printf("%d\n",query(u,v));

}

else{

u=edge[u];

update(u,v);

}

}

}

return 0;}

**Aho-corasick :**

*/\**

*Problem : Beaver (Codeforces Round 71 - problem C ).*

*Algo : Aho corasick , DP , Trie*

*\*/*

#define maxm 100100

#define **inf** (1<<29)

int **maxi**(int a,int b){

**if**(a>b) **return** a;

**return** b;

}

int **mini**(int a,int b){

**if**(a<b) **return** a;

**return** b;

}

*/////\*\*\*\* Trie + Aho Corasick \*\*\*\*\*\*\*\*///////*

*// maxc= query...*

#define maxc 15

*// maxl = length of query string...*

#define maxl 20

*// maxn =required trie node ....*

#define **maxn** ((maxc\*maxl)+10)

#define cn 64

**struct** trie{

*//vector<int>v; // for keeping track of patterns ends here ...*

int edges[cn+3],ind;

int pat\_no; *// highest lenght pattern ends at this node...*

int pat\_len; *// minimum lenght pattern ends at this node...*

};

trie Tri[maxn],root;

int len[maxc]; *// len[i]= length of pattern i ...*

int tot,f[maxn],n,pos[maxc]; *// f=failure , pos[i]=position of ith pattern in trie node .*

int c[maxn]; *// c[i] = (number of occurence) count of ith node of trie in string s .*

int fin[maxm]; *// fin[i] = minimum lenght of pattern finish at pos i of string s*

int **getid**(char ch){

**if**(ch>='a' && ch<='z') **return** ch-'a';

**else** **if**(ch>='A' && ch<='Z') **return** ch-'A'+26;

**else** **if**(ch>='0' && ch<='9') **return** ch-'0'+52;

**if**(ch=='\_') **return** cn-1;

**return** ch-'a';

}

void **init**(trie \*a,int ind){

a->ind=ind;

a->pat\_no=0;

a->pat\_len=inf;

*//a->v.clear();*

**memset**(a->edges,-1,**sizeof**(a->edges));

}

void **add**(trie \*a,char \*s,int ind){

int i,l,id;

l=**strlen**(s);

**for**(i=0;i<=l;i++){

**if**(i==l){

pos[ind]=a->ind;

a->pat\_no=ind;

a->pat\_len=**mini**(a->pat\_len,len[ind]);

*//a->v.push\_back(ind);*

**continue**;

}

id=**getid**(s[i]);

**if**(a->edges[id]==-1){

a->edges[id]=tot;

**init**(&Tri[a->edges[id]],tot++);

}

a=&Tri[a->edges[id]];

}

}

void **build**(){

int i,j,piv;

trie \*a=&Tri[0];

**for**(i=0;i<=cn;i++){

**if**(a->edges[i]==-1) a->edges[i]=0;

}

*// Failure Function .........*

queue<int>q;

**for**(i=0;i<=cn;i++){

**if**(a->edges[i]){

f[a->edges[i]]=0;

q.**push**(a->edges[i]);

}

}

**while**(!q.**empty**()){

int state=q.**front**(); q.**pop**();

a=&Tri[state];

*//sort(a->v.begin(),a->v.end());*

*//unique(a->v.begin(),a->v.end());*

**for**(i=0;i<=cn;i++){

**if**(a->edges[i]==-1) **continue**;

int failure=f[state];

**while**(Tri[failure].edges[i]==-1){

failure=f[failure];

}

failure=Tri[failure].edges[i];

piv=Tri[state].edges[i];

f[piv]=failure;

Tri[piv].pat\_len=**mini**(Tri[piv].pat\_len,Tri[failure].pat\_len);

*/\**

*trie \*a1=&Tri[failure];*

*trie \*a2=&Tri[piv];*

*for (int ind=0; ind<a1->v.size(); ind++){*

*a2->v.push\_back(a1->v[ind]);*

*}*

*\*/*

q.**push**(piv);

}

}

}

void **match**(char \*s);

*//////\*\*\*\*\*\*\*\*\*\*\*\*\*\* END \*\*\*\*\*\*\*\*\*\*\*\*\*/////*

char s[maxm];

char pat[maxl];

*// Problem depenedent.....*

int can[maxm]; *// can[i] = minimum index of string s from pos i for which it is valid ...*

int dp[maxm]; *// dp[i] = store minimum index for which string S obtaining from s[dp[i]] to s[i] is valid .*

int **main**(){

int i,j,k,l,test,t=1;

**scanf**("%s",s);

**scanf**("%d",&n);

*//Init.......*

c[0]=0;

root=Tri[0];

**init**(&Tri[0],tot++);

**for**(i=1;i<=n;i++){

**scanf**("%s",pat);

len[i]=**strlen**(pat);

*//printf("%s\n",pat);*

**add**(&Tri[0],pat,i);

}

**build**(); // building automata

int m;

**match**(s); // match string

queue<int>q;

vector<int>v;

q.**push**( 0 );

**while**( !q.**empty**()){

int now = q.**front**();

q.**pop**();

v.**push\_back**(now);

**for**( i=0;i<=cn;i++ ){

**if**( Tri[now].edges[i]!=-1 && Tri[now].edges[i]!=0 ) q.**push**(Tri[now].edges[i]);

}

}

**for**( i=v.**size**()-1;i>=0;i-- ){

c[f[v[i]]] += c[v[i]];

}

*/\**

*for(i=1;i<=n;i++){*

*printf("%d\n",c[pos[i]]);*

*}*

*for(i=0;s[i];i++){*

*//if(fin[i]==inf) fin[i]=-1;*

*printf("%2d ",i);*

*}*

*puts("");*

*\*/*

int ans=0,mark=0,ans1;

**for**(i=0;s[i];i++){

*//if(fin[i]==inf) fin[i]=-1;*

can[i]=**maxi**(i-fin[i]+2,0);

dp[i]=can[i];

**if**(i) dp[i]=**maxi**(dp[i],dp[i-1]);

ans1=i-dp[i]+1;

**if**(ans1>ans){

ans=ans1;

mark=dp[i];

}

*//printf("%2d ",can[i]);*

}

*//puts("");*

*/\**

*for(i=0;s[i];i++){*

*//if(fin[i]==inf) fin[i]=-1;*

*printf("%2d ",dp[i]);*

*}*

*puts("");*

*for(i=0;s[i];i++){*

*//if(fin[i]==inf) fin[i]=-1;*

*printf("%2c ",s[i]);*

*}*

*puts("");*

*\*/*

**printf**("%d %d\n",ans,mark);

**return** 0;

}

int **find\_next**(int curr,char ch){

int id=**getid**(ch);

*//printf("curr =%d %c-%d\n",curr,ch,id);*

**while**(Tri[curr].edges[id]==-1) curr=f[curr];

*//printf("curr =%d %c-%d %d\n",curr,ch,id,Tri[curr].edges[id]);*

**return** Tri[curr].edges[id];

}

void **match**(char \*s){

int i,j,l;

l=**strlen**(s);

int curr=0;

**for**(i=0;i<l;i++){

curr=**find\_next**(curr,s[i]);

c[curr]++;

fin[i]=Tri[curr].pat\_len;

*/\**

*trie \*a=&Tri[curr];*

*for (it=a->v.begin(); it!=a->v.end(); ++it){*

*c[\*it]++;*

*}*

*\*/*

}

}

**Manachar’s algorithm:**

*/\**

*Manacher algorithm implementation.*

*Application, largest palindromic substring, largest palindromic suffix*

*\*/*

int lengths[MAX<<1];

int **manacher**(char \*buff, int len) {

int i, k, pallen, found, d, j, s, e;

k = pallen = 0;

**for**(i = 0; i < len; ) {

**if**(i > pallen && buff[i-pallen-1] == buff[i]) {

pallen += 2, i++;

**continue**;

}

lengths[k++] = pallen;

s = k - 2, e = s - pallen, found = 0;

**for**(j = s; j > e; j--) {

d = j - e - 1;

**if**(lengths[j] == d) {

pallen = d;

found = 1;

**break**;

}

lengths[k++] = (d < lengths[j]? d : lengths[j]);

}

**if**(!found) { pallen = 1; i++; }

}

lengths[k++] = pallen;

**return** lengths[k-1];

}

**Shank’s Algorithm:**

This algorithm finds **x** ( 0 <= x <= p - 2 ) **for** the equation

b = ax mod p where b, a, p are known

Using the fact that x can be expressed as jm + i, where 0 <= i <= m – 1, 0 <= j < p/m, and m = **ceil**(**sqrt**( p - 1 ))

So, the equation can be written as

b = amj+i mod p

b = amj ai mod p

ba-i = amj mod p

If two lists of ordered **pairs** (i, ba-i) **and** (j, amj), ordered by their second components are built, then it is possible to find one pair from each list that have equal second components. Then x = mj + i, where i and j are the first elements of the matching pairs.

**Code:**

*/\**

*Shanks baby step giant step - discrete logarithm algorithm*

*for the equation: b = a^x % p where a, b, p known, finds x*

*works only when p is an odd prime*

*\*/*

int **shank**(int a, int b, int p) {

int i, j, m;

long long c, aj, ami;

map< long long, int > M;

map< long long, int > :: iterator it;

m = (int)**ceil**(**sqrt**((double)(p)));

M.**insert**(**make\_pair**(1, 0));

**for**(j = 1, aj = 1; j < m; j++) {

aj = (aj \* a) % p;

M.**insert**(**make\_pair**(aj, j));

}

ami = **modexp**(**modinv**(a, p), m, p);

**for**(c = b, i = 0; i < m; i++) {

it = M.**find**(c);

**if**(it != M.**end**()) **return** i \* m + it->second;

c = (c \* ami) % p;

}

**return** 0;

}

**Negative Base:**

string **negaBase**(int n,int b){

int i,tmp;

string a;

**for**(i=0;n;i++){

tmp=n%b; n=n/b;

**if**(tmp<0) { tmp+= (-b), n++; }

a+='0'+tmp;

}

**for**(n=0;n<(i/2);n++) **swap**(a[n],a[i -n - 1]);

**if**(i) **return** a;

**return** "0";

}

**Joseph:**

int **joseph**(int n,int k){

**if**(n==1) **return** 0;

**return** ((**joseph**(n-1,k)+k)%n);

}

**Meet in the middle + Ternary Mask:**

struct ternary{

ii pow3[maxm];

void init(){

init(maxm-1);

}

void init(int n){

pow3[0]=1;

for(int i=1;i<=n;i++){

pow3[i]=pow3[i-1]\*3;

}

}

int get\_bit(int mask,int k){

ii tmp=mask; tmp/=pow3[k];

return (tmp%3);

}

int set\_bit(int mask,int k,int v){

ii tmp=mask;

tmp/=pow3[k];

tmp%=3;

mask-=(tmp\*pow3[k]);

mask+=(v\*pow3[k]);

return mask;

}

};

ternary t\_mask;

int n,req;

int a[maxm],b[maxm];

set<int>can\_set;

int build(int mask,int a[],int n,int flag){

int ret=0;

for(int i=0;i<n;i++){

int bit\_val=t\_mask.get\_bit(mask,i);

for(int j=1;j<=bit\_val;j++){

ret+=a[i];

if(ret>req) return -1;

}

}

if(flag) can\_set.insert(ret);

return ret;

}

int main(){

int i,j,k,l,test,t=1;

t\_mask.init();

scanf("%d",&test);

while(test--){

can\_set.clear();

scanf("%d %d",&n,&req);

int n1=n/2,n2=n-n1;

for(i=0;i<n1;i++){

scanf("%d",&a[i]);

}

for(i=n1,j=0;i<n;i++,j++){

scanf("%d",&b[j]);

}

int tot=0;

for(i=0;i<t\_mask.pow3[n1];i++){

build(i,a,n1,1);

}

bool soln\_found=false;

for(i=0;i<t\_mask.pow3[n2];i++){

int now=build(i,b,n2,0);

if(now==-1) continue;

now=req-now;

if(can\_set.find(now)!=can\_set.end()){

soln\_found=true;

break;

}

}

printf("Case %d: ",t++);

if(soln\_found==true){

printf("Yes\n");

}

else{

puts("No");

}

}

return 0;

}

**Treap :**

/\*

Algo : Treap (Balanced BST).

Problem : Spoj - Yet another range difference query.

\*/

// TREAP >>>>>>>>>>>>>>>>>>>>>>>>>

typedef int treap\_type;

struct node{

treap\_type value,min\_val,max\_val,diff;

ii priority;

int cnt;

node \*left,\*right;

node(){}

node(treap\_type \_value){

cnt=1;

value=min\_val=max\_val=\_value;

diff=inf;

priority=rand();

left=right=NULL;

}

};

// 1-based . . . . . . . . . .

struct treap{

node \*root;

void fix(node \* &t){

if(t==NULL) return ;

t->cnt=get\_count(t->left)+get\_count(t->right)+1;

t->diff=inf;

if(t->left){

t->min\_val=t->left->min\_val;

t->diff=mini(t->left->diff,t->value - t->left->max\_val);

}

else t->min\_val=t->value;

if(t->right){

t->max\_val=t->right->max\_val;

t->diff=mini( t->diff,mini( t->right->diff , t->right->min\_val- t->value) );

}

else t->max\_val=t->value;

}

inline int get\_count(node\* t){

return t ? t->cnt : 0;

}

inline void left\_rotate(node\* &t){

node\* tmp = t->left;

t->left = tmp->right;

tmp->right = t;

t = tmp;

}

inline void right\_rotate(node\* &t){

node\* tmp = t->right;

t->right = tmp->left;

tmp->left = t;

t = tmp;

}

bool insert(node \* &t,treap\_type value){

if(t==NULL){

t=new node(value);

fix(t);

return true;

}

if(t->value==value) return false;

bool ret;

if(value < t->value) ret=insert(t->left,value);

else ret=insert(t->right,value);

if(t->left && t->left->priority > t->priority){

left\_rotate(t);

}

else if(t->right && t->right->priority > t->priority){

right\_rotate(t);

}

if(t->left) fix(t->left);

if(t->right) fix(t->right);

fix(t);

return ret;

}

bool insert(treap\_type value){

return insert(root,value);

}

inline ii get\_priority(node\* t){

return t ? t->priority : -1;

}

bool erase(node\* &t, treap\_type val){

if(!t) return false;

bool ret;

if(t->value != val){

ret=erase(val < t->value ? t->left : t->right, val);

}

else{

if(!t->left && !t->right){

delete t;

t = NULL;

}else{

if(get\_priority(t->left) < get\_priority(t->right))

right\_rotate(t);

else

left\_rotate(t);

ret=erase(t, val);

}

}

if(t){

if(t->left) fix(t->left);

if(t->right) fix(t->right);

fix(t);

}

return ret;

}

bool erase(treap\_type value){

return erase(root,value);

}

node\* find(node \* t,int value){

if(t==NULL) return NULL;

node \*ret;

if(value > t->value){

ret=find(t->right,value);

if(ret==NULL) return t;

return ret;

}

else if(value==t->value){

return t;

}

else{

return find(t->left,value);

}

}

node\* find(int value){

return find(root,value);

}

treap\_type find\_max(int beg,int end){

if(beg>end) swap(beg,end);

return 0;

}

treap\_type find\_min(int beg,int end){

if(beg>end) swap(beg,end);

return 0;

}

};

// END >>>>>>>>>>>>>>>>>>

treap tree;

ii find\_min(node \*t,int left,int beg,int end){

if(t==NULL) return inf;

ii r\_left=left;

ii r\_right=left+t->cnt-1;

ii sz=tree.get\_count(t->left)+1;

ii curr\_ind=left+tree.get\_count(t->left);

if(beg<=r\_left && end>=r\_right){

return t->diff;

}

ii ret=inf;

if(beg>curr\_ind) ret=mini(ret,find\_min(t->right,curr\_ind+1,beg,end));

else if(end<curr\_ind) ret=mini(ret,find\_min(t->left,left,beg,end));

else ret=mini(mini(find\_min(t->left,left,beg,end)

,find\_min(t->right,curr\_ind+1,beg,end)),ret);

if(curr\_ind>beg && curr\_ind<=end && t->left){

ret=mini(ret,t->value - t->left->max\_val);

}

if(curr\_ind<end && curr\_ind>=beg && t->right){

ret=mini(ret,t->right->min\_val - t->value);

}

return ret;

}

ii find\_min(int k,int l){

if(l<=k) return -1;

return find\_min(tree.root,1,k,l);

}

ii find\_kth(node \*t,int kth){

if(tree.get\_count(t)<kth){

return -1;

}

int sz=tree.get\_count(t->left)+1;

if(sz==kth){

return t->value;

}

if(kth<sz){

return find\_kth(t->left,kth);

}

else{

return find\_kth(t->right,kth-sz);

}

}

ii find\_max(int k,int l){

if(l<=k) return -1;

return find\_kth(tree.root,l)-find\_kth(tree.root,k);

}

int find\_count(node \*t,int value){

if(t==NULL) return 0;

if(value==t->value) return tree.get\_count(t->left);

else if(value > t->value) return tree.get\_count(t->left)

+find\_count(t->right,value)+1;

else return find\_count(t->left,value);

}

int n,m;

char type[5];

int main(){

int i,j,k,l,test,t=1,val;

//freopen("in.txt","r",stdin);

//freopen("out.txt","w",stdout);

scanf("%d",&test);

while(test--){

scanf("%s",type);

//printf("%s\n",type);

if(type[0]=='I'){

scanf("%d",&val);

tree.insert(val);

}

if(type[0]=='D'){

scanf("%d",&val);

tree.erase(val);

}

if(type[0]=='N'){

scanf("%d %d",&k,&l);

printf("%d\n",find\_min(k+1,l+1));

}

if(type[0]=='X'){

scanf("%d %d",&k,&l);

printf("%d\n",find\_max(k+1,l+1));

}

}

return 0;

}

**Suffix Automation :**

/\*

Algo : Suffix-Automation.  
Problem : Codeforces 235c- Cyclical Quest.

\*/

int n;

char s[maxm];

// Suffix-Automation

struct state {

int len, link;

bool suffix;

ii count;

map<char,int> next;

};

const int MAXLEN = maxm+2;

state st[MAXLEN\*2];

int sz, last;

pair<int, int> sorter[MAXLEN \* 2 + 10];

inline void sa\_init() {

sz = last = 0;

st[0].len = 0;

st[0].link = -1;

st[0].count = 0;

st[0].suffix=0;

++sz;

}

inline void sa\_extend (char c) {

int cur = sz++;

st[cur].len = st[last].len + 1;

st[cur].suffix=0;

st[cur].count=1;

int p;

for (p=last; p!=-1 && !st[p].next.count(c); p=st[p].link)

st[p].next[c] = cur;

if (p == -1)

st[cur].link = 0;

else {

int q = st[p].next[c];

if (st[p].len + 1 == st[q].len)

st[cur].link = q;

else {

int clone = sz++;

st[clone].len = st[p].len + 1;

st[clone].next = st[q].next;

st[clone].link = st[q].link;

for (; p!=-1 && st[p].next[c]==q; p=st[p].link)

st[p].next[c] = clone;

st[q].link = st[cur].link = clone;

}

}

last = cur;

}

// Suffix-Automation End. ..

void post\_process(){

int i;

for(i=0;i<sz;i++){

sorter[i]=mp(st[i].len,i);

}

sort(sorter,sorter+sz);

for(i=sz-1;i>=0;i--){

int ind=sorter[i].vv;

st[st[ind].link].count+=st[ind].count;

}

}

vector<pii>ans;

int pre[maxm];

void failure(char \*p){

int i,j,k,l;

l=strlen(p);

pre[1]=0;

k=0;

for(i=2;i<=l;i++){

while(k>0 && p[k]!=p[i-1]) k=pre[k];

if(p[k]==p[i-1]) k++;

pre[i]=k;

}

}

ii cal(char \*s,int lim){

int i;

int curr\_st=0,len=0;

ii ret=0;

failure(s);

/\*for(i=0;s[i];i++){

printf("%d ",pre[i+1]);

}

puts("");

\*/

for(i=0;s[i];i++){

while (curr\_st && !st[curr\_st].next.count(s[i])) {

curr\_st = st[curr\_st].link;

len=st[curr\_st].len;

}

if (st[curr\_st].next.count(s[i])) {

curr\_st = st[curr\_st].next[s[i]];

len++;

}

while(st[st[curr\_st].link].len>=lim){

curr\_st=st[curr\_st].link;

}

if(len>=lim && pre[i+1]<lim){

ret+=st[curr\_st].count;

}

}

return ret;

}

char tmp[maxm];

int main(){

int i,j,k,l;

//freopen("in.txt","r",stdin);

//freopen("out.txt","w",stdout);

scanf("%s",s);

sa\_init();

for(i=0;s[i];i++){

sa\_extend(s[i]);

}

post\_process();

int q;

int len;

scanf("%d",&q);

for(i=1;i<=q;i++){

scanf("%s",tmp);

len=strlen(tmp);

strcpy(s,tmp);

for(j=len,k=0;k<len-1;k++,j++){

s[j]=tmp[k];

}

s[j]=0;

//puts(s);

printf("%I64d\n",cal(s,len));

}

return 0;

}

**IDA\*:**

int ida\_star(int puzzle[maxm][maxm]){

int i,j;

node root;

for(i=1;i<=4;i++){

for(j=1;j<=4;j++){

root.puzzle[i][j]=puzzle[i][j];

}

}

curr\_node=root;

int bound=mini(50,heuristic());

solution="";

while(true){

curr\_node=root;

pii zero=find\_pos(root.puzzle,0);

int next\_bound=ida\_search(zero,bound,0);

if(next\_bound<=bound) return 1;

next\_bound=mini(55,next\_bound);

//if(next\_bound<=bound) break;

bound=next\_bound;

}

return 1;

}

int ida\_search(pii pos\_zero,int bound,int d){

int f=heuristic();

if(f+d>bound) return f+d;

if(!f){

if(solution.size()==0 || solution.size()>d+1){

soln[d]=0;

solution=soln;

}

return f;

}

int ret=-1,x,y;

for(int i=0;i<4;i++){

if(d && soln[d-1]==move[3-i]){

continue;

}

x=dirx[i],y=diry[i];

pii pos=pos\_zero;

int ret1=ida\_search(new\_pos,bound,d+1);

if(!ret1) return ret1;

// move

if(ret==-1) ret=ret1;

ret=mini(ret,ret1);

// reverse move

}

return ret;

}

int heuristic(){

int i,j,ret=0;

return ret;

}

**Default Template ( Rashed ):**

#include<stdio.h>

#include<string.h>

#include<math.h>

#include<stdlib.h>

#include<ctype.h>

#include<iostream>

#include<algorithm>

#include<vector>

#include<string>

#include<queue>

#include<stack>

#include<map>

#include<set>

using namespace std;

#define maxm 2010

#define inf (1<<29)

#define ii int

#define pi acos(-1.0)

#define eps 1e-9

#define iseq(a,b) (fabs(a-b)<eps)

#define pii pair<int,int>

#define mp make\_pair

#define uu first

#define vv second

ii on(ii n,ii k){ return (n|(1<<k)); }

ii off(ii n,ii k){ return (n-(n&(1<<k))); }

bool chck(ii n,ii k){ return (n&(1<<k)); }

ii mini(ii a,ii b){ if(a<b) return a; return b; }

ii maxi(ii a,ii b){ if(a>b) return a; return b; }

int n,m;

int main(){

int i,j,k,l,test,t=1;

//freopen("in.txt","r",stdin);

//freopen("out.txt","w",stdout);

scanf("%d",&test);

while(test--){

}

return 0;

}

**HISTOGRAM**

/\*

Finds largest rectangular area in a histogram in O(n)

\*/

i64 calc(int \*ht, int n) {

i64 ret = 0;

int top = 1, st[MAX], i;

ht[0] = st[0] = ht[++n] = 0;

for(i = 1; i <= n; i++) {

while(top > 1 && ht[st[top-1]] >= ht[i]) {

ret = \_max(ret, (i64)ht[st[top-1]]\*(i64)(i - st[top-2]-1));

top--;

}

st[top++] = i;

}

return ret;

}

**KNIGHT DISTANCE ON INF CHESSBOARD**

/\*

NK is the size of grid you want to precalculate

NK/2,NK/2 will be considered origin

Calculates minimum knight distance from 0,0 to x,y

\*/

const int KN = 101;

i64 dk[KN][KN];

int dx[] = {-1, -1, 1, 1, -2, -2, 2, 2};

int dy[] = {-2, 2, -2, 2, -1, 1, -1, 1};

void precalc() {

int x, y, x1, y1, i;

queue< int > Q;

memset(dk, 0x3f, sizeof dk);

x = y = (KN >> 1);

dk[x][y] = 0;

Q.push(x); Q.push(y);

while(!Q.empty()) {

x = Q.front(); Q.pop();

y = Q.front(); Q.pop();

for(i = 0; i < 8; i++) {

x1 = x + dx[i], y1 = y + dy[i];

if(0 <= x1 && x1 < KN && 0 <= y1 && y1 < KN) {

if(dk[x1][y1] > dk[x][y] + 1) {

dk[x1][y1] = dk[x][y] + 1;

Q.push(x1); Q.push(y1);

}

}

}

}

}

i64 knight(i64 x, i64 y) {

i64 step, res = 0;

if(x < y) swap(x, y);

while((x<<1) > KN) {

step = x / 2 / 2; res += step;

x -= step \* 2; y -= step;

if(y < 0) y = ((y % 2) + 2) % 2;

if(x < y) swap(x, y);

}

res += dk[x+(KN>>1)][y+(KN>>1)];

return res;

}

**MINIMUM EXPRESSION ( MINMOVE )**

/\*

Finds alphabetically first representation of a cyclic string in O(length)

\*/

inline int minimumExpression(char \*s) {

int i, j, k, n, len, p, q;

len = n = strlen(s), n <<= 1, i = 0, j = 1, k = 0;

while(i + k < n && j + k < n) {

p = i+k >= len ? s[i+k-len] : s[i+k];

q = j+k >= len ? s[j+k-len] : s[j+k];

if(p == q) k++;

else if(p > q) { i = i+k+1; if(i <= j) i = j+1; k = 0; }

else if(p < q) { j = j+k+1; if(j <= i) j = i+1; k = 0; }

}

return i < j ? i : j;

}

**SHANK’S ALGORITHM**

/\*

Shanks baby step giant step - discrete logarithm algorithm

for the equation: b = a^x % p where a, b, p known, finds x

works only when p is an odd prime

\*/

int shank(int a, int b, int p) {

int i, j, m;

long long c, aj, ami;

map< long long, int > M;

map< long long, int > :: iterator it;

m = (int)ceil(sqrt((double)(p)));

M.insert(make\_pair(1, 0));

for(j = 1, aj = 1; j < m; j++) {

aj = (aj \* a) % p;

M.insert(make\_pair(aj, j));

}

ami = modexp(modinv(a, p), m, p);

for(c = b, i = 0; i < m; i++) {

it = M.find(c);

if(it != M.end()) return i \* m + it->second;

c = (c \* ami) % p;

}

return 0;

}

**EXTENDED EUCLID**

/\*

Implementation of extended euclid algorithm.

Modular inverse requires gcd(a, n) = 1.

\*/

class Euclid {

public:

i64 x, y, d;

Euclid() {}

Euclid(i64 \_x, i64 \_y, i64 \_d) : x(\_x), y(\_y), d(\_d) {}

};

Euclid egcd(i64 a, i64 b) {

if(!b) return Euclid(1, 0, a);

Euclid r = egcd(b, a % b);

return Euclid(r.y, r.x - a / b \* r.y, r.d);

}

i64 modinv(i64 a, i64 n) {

Euclid t = egcd(a, n);

if(t.d > 1) return 0;

i64 r = t.x % n;

return (r < 0 ? r + n : r);

}

**POINT IN CONVEX POLYGON**

/\*

C[] array of points of convex polygon in ccw order,

nc number of points in C, p target points.

returns true if p is inside C (including edge) or false otherwise.

complexity O(lg n)

\*/

inline bool inConvexPoly(point \*C, int nc, const point &p) {

int st = 1, en = nc - 1, mid;

while(en - st > 1) {

mid = (st + en)>>1;

if(triArea2(C[0], C[mid], p) < 0) en = mid;

else st = mid;

}

if(triArea2(C[0], C[st], p) < 0) return false;

if(triArea2(C[st], C[en], p) < 0) return false;

if(triArea2(C[en], C[0], p) < 0) return false;

return true;

}

**CLOSEST PAIR ALGORITHM**

/\*

closestPair(Point \*X, Point \*Y, int n);

X contains the points sorted by x co-ordinate,

Y contains the points sorted by y co-ordinate,

One additional item in Point structure is needed, the original index.

\*/

typedef long long i64;

typedef struct { int x, y, i; } Point;

int flag[MAX];

inline i64 sq(const i64 &x) {

return x\*x;

}

inline i64 sqdist(const Point &a, const Point &b) {

return sq(a.x-b.x) + sq(a.y-b.y);

}

inline i64 closestPair(Point \*X, Point \*Y, int n) {

if(n == 1) return INF;

if(n == 2) return sqdist(X[0], X[1]);

int i, j, k, n1, n2, ns, m = n >> 1;

Point Xm = X[m-1], \*XL, \*XR, \*YL, \*YR, \*YS;

i64 lt, rt, dd, tmp;

XL = new Point[m], YL = new Point[m];

XR = new Point[m+1], YR = new Point[m+1];

YS = new Point[n];

for(i = 0; i < m; i++) XL[i] = X[i], flag[X[i].i] = 0;

for(; i < n; i++) XR[i - m] = X[i], flag[X[i].i] = 1;

for(i = n2 = n1 = 0; i < n; i++) {

if(!flag[Y[i].i]) YL[n1++] = Y[i];

else YR[n2++] = Y[i];

}

lt = closestPair(XL, YL, n1);

rt = closestPair(XR, YR, n2);

dd = min(lt, rt);

for(i = ns = 0; i < n; i++)

if(sq(Y[i].x - Xm.x) < dd)

YS[ns++] = Y[i];

for(j = 0; j < ns; j++)

for(k = j + 1; k < ns && sq(YS[k].y - YS[j].y) < dd; k++)

dd = min(dd, sqdist(YS[j], YS[k]));

delete[] XL; delete[] XR;

delete[] YL; delete[] YR;

delete[] YS;

return dd;

}

**TETRAHEDRON ( PYRAMID )**

/\*

Some tetrahedron formulas

\*/

inline double volume(double u, double v, double w, double U, double V, double W) {

double u1,v1,w1;

u1 = v \* v + w \* w - U \* U;

v1 = w \* w + u \* u - V \* V;

w1 = u \* u + v \* v - W \* W;

return sqrt(4.0\*u\*u\*v\*v\*w\*w - u\*u\*u1\*u1 - v\*v\*v1\*v1 - w\*w\*w1\*w1 + u1\*v1\*w1) / 12.0;

}

inline double surface(double a, double b, double c) {

return sqrt((a + b + c) \* (-a + b + c) \* (a - b + c) \* (a + b - c)) / 4.0;

}

inline double insphere(double WX, double WY, double WZ, double XY, double XZ, double YZ) {

double sur, rad;

sur = surface(WX, WY, XY) + surface(WX, XZ, WZ) + surface(WY, YZ, WZ) + surface(XY, XZ, YZ);

rad = volume(WX, WY, WZ, YZ, XZ, XY) \* 3.0 / sur;

return rad;

}

**ARTICULATION POINT**

/\*

G[][]: undirected graph

cut[v] is true if node v is an articulation point / cut-vertex

\*/

vector< int > G[MAX];

int low[MAX], vis[MAX], used[MAX], cut[MAX], dfstime;

void dfs(int u, int par = -1) {

int i, v, child = 0;

used[u] = 1;

vis[u] = low[u] = ++dfstime;

for(i = 0; i < G[u].size(); i++) {

v = G[u][i];

if(v == par) continue;

if(used[v]) low[u] = min(low[u], vis[v]);

else {

child++;

dfs(v, u);

low[u] = min(low[u], low[v]);

if(low[v] >= vis[u]) cut[u] = 1;

}

}

if(par == -1) cut[u] = (child > 1);

}

**BRIDGE**

/\*

G[][]: undirected graph

finds all the bridges in a connected graph and

adds those edges to the Bridges[] vector

\*/

vector< int > G[MAX];

vector< pair< int, int > > Bridges;

int low[MAX], vis[MAX], used[MAX], dfstime;

void dfs(int u, int par) {

int i, v;

used[u] = 1;

vis[u] = low[u] = ++dfstime;

for(i = 0; i < G[u].size(); i++) {

v = G[u][i];

if(v == par) continue;

if(used[v]) low[u] = min(low[u], vis[v]);

else {

dfs(v, u);

low[u] = min(low[u], low[v]);

if(low[v] > vis[u]) Bridges.push\_back(make\_pair(u, v));

}

}

}

**BI CONNECTED COMPONENTS**

/\*

G[][]: undirected graph

Separates bi-connected component by edges.

\*/

vector< int > G[MAX];

stack< pii > S;

int dfstime;

int low[MAX], vis[MAX], used[MAX];

void dfs(int u, int par) {

int v, i, sz = G[u].size();

pii e, curr;

used[u] = 1;

vis[u] = low[u] = ++dfstime;

for(i = 0; i < sz; i++) {

v = G[u][i];

if(v == par) continue;

if(!used[v]) {

S.push(pii(u, v));

dfs(v, u);

if(low[v] >= vis[u]) {

// new component

curr = pii(u, v);

do {

e = S.top(); S.pop();

// e is an edge in current bcc

} while(e != curr);

}

low[u] = min(low[u], low[v]);

}

else if(vis[v] < vis[u]) {

S.push(pii(u, v));

low[u] = min(low[u], vis[v]);

}

}

}

**DINIC**

/\*

max flow (dinitz algorithm)

works on undirected graph

can have loops, multiple edges, cycles

\*/

int src, snk, nNode, nEdge;

int Q[MAXN], fin[MAXN], pro[MAXN], dist[MAXN];

int flow[MAXE], cap[MAXE], next[MAXE], to[MAXE];

inline void init(int \_src, int \_snk, int \_n) {

src = \_src, snk = \_snk, nNode = \_n, nEdge = 0;

SET(fin);

}

inline void add(int u, int v, int \_cap) {

to[nEdge] = v, cap[nEdge] = \_cap, flow[nEdge] = 0;

next[nEdge] = fin[u], fin[u] = nEdge++;

to[nEdge] = u, cap[nEdge] = 0, flow[nEdge] = 0;

next[nEdge] = fin[v], fin[v] = nEdge++;

}

bool bfs() {

int st, en, i, u, v;

SET(dist);

dist[src] = st = en = 0;

Q[en++] = src;

while(st < en) {

u = Q[st++];

for(i=fin[u]; i>=0; i=next[i]) {

v = to[i];

if(flow[i] < cap[i] && dist[v]==-1) {

dist[v] = dist[u]+1;

Q[en++] = v;

}

}

}

return dist[snk]!=-1;

}

int dfs(int u, int fl) {

if(u==snk) return fl;

for(int &e=pro[u], v, df; e>=0; e=next[e]) {

v = to[e];

if(flow[e] < cap[e] && dist[v]==dist[u]+1) {

df = dfs(v, min(cap[e]-flow[e], fl));

if(df>0) {

flow[e] += df;

flow[e^1] -= df;

return df;

}

}

}

return 0;

}

i64 dinitz() {

i64 ret = 0;

int df;

while(bfs()) {

for(int i=1; i<=nNode; i++) pro[i] = fin[i];

while(true) {

df = dfs(src, INF);

if(df) ret += (i64)df;

else break;

}

}

return ret;

}

**MIN COST MAX FLOW**

/\*

min cost flow (bellman ford)

works only on directed graphs

handles multiple edges, cycles, loops

\*/

int src, snk, nNode, nEdge;

int fin[MAXN], pre[MAXN], dist[MAXN];

int cap[MAXE], cost[MAXE], next[MAXE], to[MAXE], from[MAXE];

inline void init(int \_src, int \_snk, int nodes) {

SET(fin);

nNode = nodes, nEdge = 0;

src = \_src, snk = \_snk;

}

inline void addEdge(int u, int v, int \_cap, int \_cost) {

from[nEdge] = u, to[nEdge] = v, cap[nEdge] = \_cap, cost[nEdge] = \_cost;

next[nEdge] = fin[u], fin[u] = nEdge++;

from[nEdge] = v, to[nEdge] = u, cap[nEdge] = 0, cost[nEdge] = -(\_cost);

next[nEdge] = fin[v], fin[v] = nEdge++;

}

bool bellman() {

int iter, u, v, i;

bool flag = true;

MEM(dist, 0x7f);

SET(pre);

dist[src] = 0;

for(iter = 1; iter < nNode && flag; iter++) {

flag = false;

for(u = 0; u < nNode; u++) {

for(i = fin[u]; i >= 0; i = next[i]) {

v = to[i];

if(cap[i] && dist[v] > dist[u] + cost[i]) {

dist[v] = dist[u] + cost[i];

pre[v] = i;

flag = true;

}

}

}

}

return (dist[snk] < INF);

}

int mcmf(int &fcost) {

int netflow, i, bot, u;

netflow = fcost = 0;

while(bellman()) {

bot = INF;

for(u = pre[snk]; u >= 0; u = pre[from[u]]) bot = min(bot, cap[u]);

for(u = pre[snk]; u >= 0; u = pre[from[u]]) {

cap[u] -= bot;

cap[u^1] += bot;

fcost += bot \* cost[u];

}

netflow += bot;

}

return netflow;

}

**MATCHING N^3**

/\*

G[] is the left-side graph, must be bipartite

match(n): n is the number of nodes in left-side set

and returns the maximum possible matching.

Left[] anf Right[] ar assigned with corresponding matches

\*/

vector < int > G[MAX];

bool visited[MAX];

int Left[MAX], Right[MAX];

bool dfs(int u) {

if(visited[u]) return false;

visited[u] = true;

int len = G[u].size(), i, v;

for(i=0; i<len; i++) {

v = G[u][i];

if(Right[v]==-1) {

Right[v] = u, Left[u] = v;

return true;

}

}

for(i=0; i<len; i++) {

v = G[u][i];

if(dfs(Right[v])) {

Right[v] = u, Left[u] = v;

return true;

}

}

return false;

}

int match(int n) {

int i, ret = 0;

bool done;

SET(Left); SET(Right);

do {

done = true; CLR(visited);

for(i=0; i<n; i++) {

if(Left[i]==-1 && dfs(i)) {

done = false;

}

}

} while(!done);

for(i=0; i<n; i++) ret += (Left[i]!=-1);

return ret;

}

**HopKroft**

/\*

\* Algo :

\* First start a bfs using all the left nodes still not match.

\* Bfs it by checking the right adj nodes of each left node in queue untill in a bfs level 1 or more unmatched right nodes found.

\* Then for each unmatched left node try to find a augment path by dfs. If found then break it to get a bigger matching

\* total number of times dfs will return true is the matching.

\*/

//Hopcroft karp maximum matching algo. Tested in spoj MATCHING

#define mx 100000

#define INF 100000000

//for any node lf is the left match node of that right side node, rt is right match node of left side nodes

//d is the distance array. d[0] is the distance of left ndoes, d[1] for rights

//ls and rs are the left and right side node number respectedly. nodes are 1<=ls,rs type. 0 is a special node

//adj list is the nodes of left graph

int lf[mx],rt[mx],d[mx],ls,rs;

vector < int > g[mx];

bool bfs() {

int i,j,u;

queue < int > q;

for(i=1;i<=ls;i++) {

if(!rt[i]) {

d[i]=0;

q.push(i);

}

else d[i]=INF;

}

d[0]=INF;

while(!q.empty()) {

u=q.front();

q.pop();

j=g[u].size();

for(i=0;i<j;i++) if(d[lf[g[u][i]]]==INF) {

d[lf[g[u][i]]]=d[u]+1;

q.push(lf[g[u][i]]);

}

}

return d[0]!=INF;

}

bool dfs(int u) {

if(!u) return true;

int i,j=g[u].size();

for(i=0;i<j;i++) if(d[lf[g[u][i]]]==(d[u]+1) && dfs(lf[g[u][i]])) {

rt[u]=g[u][i];

lf[g[u][i]]=u;

return true;

}

d[u]=INF;

return false;

}

int HopCropKarp() {

CLR(lf);

CLR(rt);

int r=0,i;

while(bfs()) {

//cout<<"bfs\n";

for(i=1;i<=ls;i++) if(!rt[i] && dfs(i)) r++;

}

return r;

}

int main()

{

int i,j,u,v,m;

cin>>ls>>rs>>m;

while(m--) {

scanf("%d %d",&u,&v);

g[u].push\_back(v);

}

cout<<HopCropKarp()<<'\n';

return 0;

}

**Heavy light decomposition**

/\*

\* Heavy light decomposition. Divide the edge's of a tree in to heavy or light catagory by this law

\* This code assign weights to nodes and ask distance bitween two nodes dynamically.

\* Its do it by first decomp() it with root 0 to divide edges to heavy and light.

\* Then init() make a bit for each chain and also initialize other veriable.

\* lca() compute LCA, query() return a nodes total sum weight from its chain head; a bit's function.

\* dist() compute distance of a node from root(hardest part to think)

\* update() updates the bit of a node.

\*/

#define mx 30009

vector < int > bit[mx],g[mx];

int ds[mx],skip[mx],parent[mx],wt[mx]; //ds has distance, skip has the node to skip + the bit to handle; -1 means a light parent node

int decomp(int u,int pr,int d) {

ds[u]=d;

parent[u]=pr;

int i,j=g[u].size(),t,q=0,r=1,k;

for(i=0;i<j;i++) if(g[u][i]!=pr) { //from all child, take the one with biggest subtree.

t=decomp(g[u][i],u,d+1);

r+=t;

if(t>q) {

q=t;

k=g[u][i];

}

}

if(r!=1 && (r>>1)<q) { //if subtree of k is bigger then the half of size of subtree at u, its heavy

skip[k]=u;

}

return r;

}

void init(int u,int r,int pr) {

bit[r].PB(0); //for this node insert a entry at bit

skip[u]=r; //r is the head of this chain

int i,j=g[u].size();

for(i=0;i<j;i++) if(g[u][i]!=pr) { //for each child, if that's skip is -1 then its a light edge and child's chain's parent is himself. Otherwist head is r

if(skip[g[u][i]]!=-1) init(g[u][i],r,u);

else {

bit[g[u][i]].clear();

bit[g[u][i]].PB(0); //for 0 first for 1 based bit

init(g[u][i],g[u][i],u);

}

}

}

int lca(int u,int v,int root) {

while(skip[u]!=skip[v]) { //while u & v are not in same chain

if(ds[skip[u]]<ds[skip[v]]) v=parent[skip[v]];

else u=parent[skip[u]];

}

if(ds[u]<ds[v]) return u;

else return v;

}

void update(int u,int v) {

int r=skip[u],w=v-wt[u]; //w is what have to add

wt[u]=v;

int x=ds[u]-ds[r]+1; //x is the position of u in it's bit chain

while(x<(int)bit[r].size()) {

bit[r][x]+=w;

x+=x&(-x);

}

}

int query(int u) {

int r=skip[u],x=ds[u]-ds[r]+1,q=0;

while(x) {

q+=bit[r][x];

x-=x&(-x);

}

return q;

}

int dist(int u,int root) {

int r=0;

while(u!=root) {

if(skip[u]==u) { //if light parent node, add weight and skip

r+=wt[u];

u=parent[u];

}

else { //heavy parent node.

r+=query(u);

if(skip[u]==root) return r; //if chain contains root, take it and leave

u=parent[skip[u]];

}

}

r+=wt[root]; //normally root not added.

return r;

}

int tm[mx];

int main() {

int I,T,n,i,j,k,l,q,u,v;

cin>>T;

for(I=1;I<=T;I++) {

cin>>n;

for(i=0;i<n;i++) {

g[i].clear();

scanf("%d",&tm[i]);

skip[i]=-1;

}

CLR(wt);

for(i=1;i<n;i++) {

scanf("%d %d",&u,&v);

g[u].PB(v);

g[v].PB(u);

}

decomp(0,0,0);

bit[0].clear();

bit[0].PB(0);

init(0,0,0);

for(i=0;i<n;i++) {

update(i,tm[i]);

}

cin>>q;

printf("Case %d:\n",I);

while(q--) {

scanf("%d %d %d",&i,&u,&v);

if(i) {

update(u,v);

}

else {

k=lca(u,v,0);

i=dist(u,0);

j=dist(v,0);

l=dist(k,0);

printf("%d\n",i+j-(l<<1)+wt[k]);

}

}

}

return 0;

}

**Offline LCA algorithm**

/\*

Tarjan's offline LCA algorithm. For each pair of node's in P {u, v, qid},

it finds the LCA of the nodes in the rooted tree G (no edge to back to the parent.

The array ans holds the result for queries in orders defined by qid.

\*/

void lca(int u) {

int v, i, sz;

make\_set(u);

ancestor[find\_set(u)] = u;

sz = G[u].size();

for(i = 0; i < sz; i++) {

v = G[u][i];

lca(v);

union\_set(u, v);

ancestor[find\_set(u)] = u;

}

color[u] = 1;

sz = P[u].size();

for(i = 0; i < sz; i++) {

v = P[u][i].first;

if(color[v]) ans[P[u][i].second] = ancestor[find\_set(v)];

}

}

**Linear LCP Array Construction ( Kasai Algo )**

/\*

\* Kasai algo for computing LCP array in linear time.

\* LCP array is LCP of succeded pair of strings in suffix array

\* its based on a observation that for any suffix from ln[i] and its previous

\* suffix's lcp is h, then next suffix ln[i+1] has atleast h-1 lcp with thats precedor

\*/

int x,h=0;

for(i=0;i<l;i++) {

x=dp[j][i];

if(!x) {

h=0;

lcp[0]=0;

continue;

}

a=i+h;

b=dt[x-1]+h;

while(ln[a++]==ln[b++]) h++;

lcp[x]=h;

if(h) h--;

}

r=0;

t=p-1;

i=0;if(min(l-dt[i],q)>max(t,p-1)) r+=min(l-dt[i],q)-max(t,p-1);

for(i=1;i<l;i++) {

t=lcp[i];

if(min(l-dt[i],q)>max(t,p-1)) r+=min(l-dt[i],q)-max(t,p-1);

}

printf("Case %d: %d\n",I,r);

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**Three Dimensional convex hull**

/\*

\* Three Dimensional convex hull

\* \*/

struct Point {

double x, y, z;

Point() {}

Point(double xx, double yy, double zz) : x(xx), y(yy), z(zz) {}

//The difference between the two vectors

Point operator -(const Point p1) {

return Point(x - p1.x, y - p1.y, z - p1.z);

}

//The sum of two vectors

Point operator +(const Point p1) {

return Point(x + p1.x, y + p1.y, z + p1.z);

}

//take a fork

Point operator \*(const Point p) {

return Point(y \* p.z - z \* p.y, z \* p.x - x \* p.z, x \* p.y - y \* p.x);

}

Point operator \*(double d) {

return Point(x \* d, y \* d, z \* d);

}

Point operator /(double d) {

return Point(x / d, y / d, z / d);

}

//Dot

double operator ^(Point p) {

return (x \* p.x + y \* p.y + z \* p.z);

}

};

#define MAXN 400

struct CH3D {

struct face {

//Said convex surface of a three-point packet number

int a, b, c;

//Indicates that the plane belongs to the final surface on the convex hull

bool ok;

};

//The initial vertices

int n;

//Initial vertex

Point P[MAXN];

//The number of convex hull surface triangle

int num;

//Triangular convex hull surface

face F[8 \* MAXN];

//Triangular convex hull surface

int g[MAXN][MAXN];

//Vector length

double vlen(Point a) {

return sqrt(a.x \* a.x + a.y \* a.y + a.z \* a.z);

}

//Take a fork

Point cross(const Point &a, const Point &b, const Point &c) {

return Point((b.y - a.y) \* (c.z - a.z) - (b.z - a.z) \* (c.y - a.y),

(b.z - a.z) \* (c.x - a.x) - (b.x - a.x) \* (c.z - a.z),

(b.x - a.x) \* (c.y - a.y) - (b.y - a.y) \* (c.x - a.x));

}

//Triangle Area \* 2

double area(Point a, Point b, Point c) {

return vlen((b - a) \* (c - a));

}

//Directed tetrahedron volume \* 6

double volume(Point a, Point b, Point c, Point d) {

return (b - a) \* (c - a) ^ (d - a);

}

//Positive: point in the same direction as the surface

double dblcmp(Point &p, face &f) {

Point m = P[f.b] - P[f.a];

Point n = P[f.c] - P[f.a];

Point t = p - P[f.a];

return (m \* n) ^ t;

}

void deal(int p, int a, int b) {

int f = g[a][b]; //Another plane searching the adjacent side

face add;

if (F[f].ok) {

if (dblcmp(P[p], F[f]) > eps)

dfs(p, f);

else {

add.a = b;

add.b = a;

add.c = p; //Note here that the order to a right-handed

add.ok = true;

g[p][b] = g[a][p] = g[b][a] = num;

F[num++] = add;

}

}

}

void dfs(int p, int now) //Recursive search of all should be removed from

//the inner surface of the convex hull

{

F[now].ok = 0;

deal(p, F[now].b, F[now].a);

deal(p, F[now].c, F[now].b);

deal(p, F[now].a, F[now].c);

}

bool same(int s, int t) {

Point &a = P[F[s].a];

Point &b = P[F[s].b];

Point &c = P[F[s].c];

return fabs(volume(a, b, c, P[F[t].a])) < eps

&& fabs(volume(a, b, c, P[F[t].b])) < eps

&& fabs(volume(a, b, c, P[F[t].c])) < eps;

}

//Construction of three-dimensional convex hull

void create() {

int i, j, tmp;

face add;

num = 0;

if (n < 4)

return;

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//This section is to ensure that the first four non-coplanar points

bool flag = true;

for (i = 1; i < n; i++) {

if (vlen(P[0] - P[i]) > eps) {

swap(P[1], P[i]);

flag = false;

break;

}

}

if (flag)

return;

flag = true;

//So that the first three points are not collinear

for (i = 2; i < n; i++) {

if (vlen((P[0] - P[1]) \* (P[1] - P[i])) > eps) {

swap(P[2], P[i]);

flag = false;

break;

}

}

if (flag)

return;

flag = true;

//Not four points of the front face

for (int i = 3; i < n; i++) {

if (fabs((P[0] - P[1]) \* (P[1] - P[2]) ^ (P[0] - P[i])) > eps) {

swap(P[3], P[i]);

flag = false;

break;

}

}

if (flag)

return;

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

for (i = 0; i < 4; i++) {

add.a = (i + 1) % 4;

add.b = (i + 2) % 4;

add.c = (i + 3) % 4;

add.ok = true;

if (dblcmp(P[i], add) > 0)

swap(add.b, add.c);

g[add.a][add.b] = g[add.b][add.c] = g[add.c][add.a] = num;

F[num++] = add;

}

for (i = 4; i < n; i++) {

for (j = 0; j < num; j++) {

if (F[j].ok && dblcmp(P[i], F[j]) > eps) {

dfs(i, j);

break;

}

}

}

tmp = num;

for (i = num = 0; i < tmp; i++)

if (F[i].ok)

F[num++] = F[i];

}

//Surface

double area() {

double res = 0;

if (n == 3) {

Point p = cross(P[0], P[1], P[2]);

res = vlen(p) / 2.0;

return res;

}

for (int i = 0; i < num; i++)

res += area(P[F[i].a], P[F[i].b], P[F[i].c]);

return res / 2.0;

}

double volume() {

double res = 0;

Point tmp(0, 0, 0);

for (int i = 0; i < num; i++)

res += volume(tmp, P[F[i].a], P[F[i].b], P[F[i].c]);

return fabs(res / 6.0);

}

//The number of surface triangles

int triangle() {

return num;

}

//The number of polygons surface

int polygon() {

int i, j, res, flag;

for (i = res = 0; i < num; i++) {

flag = 1;

for (j = 0; j < i; j++)

if (same(i, j)) {

flag = 0;

break;

}

res += flag;

}

return res;

}

//Three-dimensional convex hull focus

Point barycenter() {

Point ans(0, 0, 0), o(0, 0, 0);

double all = 0;

for (int i = 0; i < num; i++) {

double vol = volume(o, P[F[i].a], P[F[i].b], P[F[i].c]);

ans = ans + (o + P[F[i].a] + P[F[i].b] + P[F[i].c]) / 4.0 \* vol;

all += vol;

}

ans = ans / all;

return ans;

}

//Point to the plane distance

double ptoface(Point p, int i) {

return fabs(

volume(P[F[i].a], P[F[i].b], P[F[i].c], p)

/ vlen(

(P[F[i].b] - P[F[i].a])

\* (P[F[i].c] - P[F[i].a])));

}

};

**CHINESE REMAINDER THEOREM**

/\*

\* Author : Bidhan Roy

\* Required Headers : <vector>

\* If you find any bug report at : mail2bidhan@gmail.com

\* Solves equations of the format x % mods[i] = r[i], ( 0<=i<n, where n is the number of equations )

\*/

long long CRT(const vector< long long > &r,const vector< long long > &mods){

long long M=1;

for(int i=0; i<int(mods.size()); i++) M\*=mods[i];

vector< long long > m, s;

for(int i=0; i<int(mods.size()); i++){

m.push\_back(M/mods[i]);

long long temp=m[i]%mods[i];

long long k=0;

/\* if there is a possibility of k being very big, then prime factorize m[i],

\* find modular inverse of 'temp' of each of the factors

\* 'k' equals to the multiplication ( modular mods[i] ) of modular inverses

\*/

while(true){

if((k\*temp)%mods[i]==1) break;

k++;

}

s.push\_back(k);

}

long long ret=0;

for(int i=0; i<int(s.size()); i++) {

ret+=( (m[i]\*s[i])%M \*r[i] )%M;

if(ret>=M) ret-=M;

}

return ret;

}

**ONLINE BRIDGE COUNT**

const int MAXN = 50010 ;

int n, bridges, par [ MAXN ] , bl [ MAXN ] , comp [ MAXN ] , size [ MAXN ] ;

void init ( ) {

for ( int i = 0 ; i < n ; ++ i ) {

bl [ i ] = comp [ i ] = i ;

size [ i ] = 1 ;

par [ i ] = - 1 ;

}

bridges = 0 ;

}

int get ( int v ) {

if ( v == - 1 ) return - 1 ;

return bl [ v ] == v ? v : bl [ v ] = get ( bl [ v ] ) ;

}

int get\_comp ( int v ) {

v = get ( v ) ;

return comp [ v ] == v ? v : comp [ v ] = get\_comp ( comp [ v ] ) ;

}

void make\_root ( int v ) {

v = get ( v ) ;

int root = v,

child = - 1 ;

while (

v

!= - 1 ) {

int p = get ( par [ v ] ) ;

par [ v ] = child ;

comp [ v ] = root ;

child = v ; v = p ;

}

size [ root ] = size [ child ] ;

}

int cu, u [ MAXN ] ;

void merge\_path ( int a, int b ) {

++ cu ;

vector < int > va, vb ;

int lca = - 1 ;

for ( ;; ) {

if ( a != - 1 ) {

a = get ( a ) ;

va. pb ( a ) ;

if ( u [ a ] == cu ) {

lca = a ;

break ;

}

u [ a ] = cu ;

a = par [ a ] ;

}

if ( b != - 1 ) {

b = get ( b ) ;

vb. pb ( b ) ;

if ( u [ b ] == cu ) {

lca = b ;

break ;

}

u [ b ] = cu ;

b = par [ b ] ;

}

}

for ( size\_t i = 0 ; i < va. size ( ) ; ++ i ) {

bl [ va [ i ] ] = lca ;

if ( va [ i ] == lca ) break ;

-- bridges ;

}

for ( size\_t i = 0 ; i < vb. size ( ) ; ++ i ) {

bl [ vb [ i ] ] = lca ;

if ( vb [ i ] == lca ) break ;

-- bridges ;

}

}

void add\_edge ( int a, int b ) {

a = get ( a ) ; b = get ( b ) ;

if ( a == b ) return ;

int ca = get\_comp ( a ) ,

cb = get\_comp ( b ) ;

if ( ca != cb ) {

++ bridges ;

if ( size [ ca ] > size [ cb ] ) {

swap ( a, b ) ;

swap ( ca, cb ) ;

}

make\_root ( a ) ;

par [ a ] = comp [ a ] = b ;

size [ cb ] += size [ a ] ;

}

else

merge\_path ( a, b ) ;

}

template<typename T> T SS(){

T res=0;

char c;

while(1) {

c=getchar\_unlocked();

if(c==EOF) return T(-1);

if(c==' '||c=='\n') continue;

else break;

}

res=c-'0';

while(1) {

c=getchar\_unlocked();

if(c>='0' && c<='9') res=10\*res+c-'0';

else break;

}

return res;

}

#define Q SS<int>()

#define QQ SS<i64>()

int main(){

int test=Q;

while( test-- ){

n=Q;

int m=Q;

init();

while(m--){

add\_edge(Q,Q);

printf("%d\n",bridges);

}

}

return 0;

}

**REGULAR EXPRESSION EDIT DISTANCE**

#define id(ch) (ch=='a'?1:2)

#define mx 300

vi reg[mx][3];

int Next;

char str[60];

void addEdge(int s,int e,char trans){

int num=0;

if(trans=='a') num=1;

else if(trans=='b') num=2;

reg[s][num].pb(e);

}

void build(int &idx,int &s,int &t){

if( str[idx]!='(' ){

s=Next++, t=Next++;

addEdge(s,t,str[idx]);

idx++;

}

else{

idx++;

int s1,t1;

build(idx,s1,t1);

if(str[idx]=='\*'){

addEdge(t1,s1,' ');

s=t=s1;

idx++;

}

else if(str[idx]=='|'){

int s2,t2;

idx++;

s=Next++, t=Next++;

build(idx,s2,t2);

addEdge(s,s1,' ');

addEdge(s,s2,' ');

addEdge(t1,t,' ');

addEdge(t2,t,' ');

}

else{

int s2,t2;

build(idx,s2,t2);

addEdge(t1,s2,' ');

s=s1;

t=t2;

}

idx++;

}

}

#define d(x) dp[x.xx][x.yy]

int dp[mx][mx];

int dijkstra(pii s,pii e){

rep(i,Next) memset(dp[i],63,sizeof(int)\*Next);

d(s)=0;

priority\_queue< pair< int , pii > > pq;

pq.push( mp(d(s),s) );

while(!pq.empty()){

pii top=pq.top().yy;

if(top==e) return d(top);

pq.pop();

rep(t1,3) rep(t2,3) {

foreach(i,reg[top.xx][t1]) foreach(j,reg[top.yy][t2]) {

int add=(t1!=t2);

if(dp[\*i][\*j]>d(top)+add){

dp[\*i][\*j]=d(top)+add;

pq.push(mp(-dp[\*i][\*j],pii(\*i,\*j)));

}

}

}

rep(t,3){

foreach(i,reg[top.xx][t]){

int add=(t>0);

if(dp[\*i][top.yy]>d(top)+add){

dp[\*i][top.yy]=d(top)+add;

pq.push(mp(-dp[\*i][top.yy],pii(\*i,top.yy)));

}

}

foreach(i,reg[top.yy][t]){

int add=(t>0);

if(dp[top.xx][\*i]>d(top)+add){

dp[top.xx][\*i]=d(top)+add;

pq.push(mp(-dp[top.xx][\*i],pii(top.xx,\*i)));

}

}

}

}

if(d(e)>1000000) return -1;

return d(e);

}

int main(){

//read("rin");

int test;

scanf("%d",&test);

while(test--){

rep(i,Next) {

reg[i][0].clr;

reg[i][1].clr;

reg[i][2].clr;

}

Next=0;

scanf("%s",str);

int idx=0,s1,t1,s2,t2;

build(idx,s1,t1);

scanf("%s",str);

idx=0;

build(idx,s2,t2);

pii start,end;

start=pii(s1,s2);

end=pii(t1,t2);

printf("%d\n",dijkstra(start,end));

}

return 0;

}

**Minimum Subsequent Value O(N)**

struct MyQ{

deque<int> D,Min;

void push(int val){

D.push\_back(val);

while(!Min.empty() && Min.back()>val) Min.pop\_back();

Min.push\_back(val);

}

void pop(){

if(Min.front()==D.front() )

Min.pop\_front();

D.pop\_front();

}

int get(){

return Min.front();

}

};

**FAST FOURIER TRANSFORM ( FFT )**

struct pdd{

long double x,y;

pdd():x(0),y(0) {}

pdd(double \_x,double \_y):x(\_x),y(\_y) {}

inline pdd operator +(const pdd &b){

return pdd(x+b.x,y+b.y);

}

inline pdd operator -(const pdd &b){

return pdd(x-b.x,y-b.y);

}

inline pdd operator \*(const pdd &b){

return pdd(x\*b.x-y\*b.y,x\*b.y+y\*b.x);

}

inline pdd operator /(const double &b){

return pdd(x/b,y/b);

}

inline pdd conj(){

return pdd(x,-y);

}

};

const double PI=M\_PI;

const int maxn = 1<<20;

struct FFT {

int n,SN,rv[1<<20];

pdd w[1<<20];

void fft(pdd \*a, bool inv){

int cc=0;

rep(i,30) if (n&1<<i) cc=i;

if (cc!=SN){

SN=cc;

rv[0]=0; rv[1]=1;

for(int st = 1; st <= SN-1; st++){

int k=1<<st;

rep(i,k){

rv[i+(1<<st)]=rv[i]\*2+1;

rv[i]\*=2;

}

}

rep(i,1<<SN) w[i]=pdd(cos(2.0\*PI\*i/n),sin(2.0\*PI\*i/n));

}

rep(i,n) if (rv[i]<=i) swap(a[i],a[rv[i]]);

for (int st=2;st<=n;st\*=2){

int d=n/st,o=st/2;

for (int i=0;i<n;i+=st){

for (int j=0;j<o;++j){

pdd u=a[i+j],v=a[i+j+o]\*(inv?w[j\*d].conj():w[j\*d]);

a[i+j]=u+v;

a[i+j+o]=u-v;

}

}

}

if (inv) rep(i,n) a[i]=a[i]/n;

}

void Multi(long long \*A, int NA, long long\* B, int NB, long long\* C, pdd\* tA, pdd\* tB) {

SN = -1;

n = 1;

while(n < NA + NB) n \*= 2;

n \*= 2;

for(int i = 0; i < n; i++) {

tA[i] = (i < NA ? pdd(A[i], 0) : pdd(0, 0));

tB[i] = (i < NB ? pdd(B[i], 0) : pdd(0, 0));

}

fft(tA, 0);

fft(tB, 0);

for(int i = 0; i < n; i++)

tA[i] = tA[i] \* tB[i];

fft(tA, 1);

for(int i = 0; i < n; i++)

C[i] = (long long)(tA[i].x + 0.5);

}

};

FFT fft;

i64 A[maxn],B[maxn],C[maxn];

pdd tA[maxn],tB[maxn];

#define mx 20000

char l1[mx],l2[mx];

int len1,len2;

i64 mul[]={1,10,100,1000,10000,100000};

int main(){

int test;

scanf("%d",&test);

while(test--){

scanf("%s%s",l1,l2);

len1=strlen(l1), len2=strlen(l2);

int idx1=0, idx2=0;

A[0]=0, B[0]=0;

int k1=len1-1, k2=len2-1;

int aa=0, bb=0;

while(k1>=0 || k2>=0){

if(k1>=0){

A[idx1]=i64(l1[k1]-'0')\*mul[aa]+A[idx1];

aa++;

if(aa==5){

aa=0;

idx1++;

A[idx1]=0;

}

k1--;

}

if(k2>=0){

B[idx2]=i64(l2[k2]-'0')\*mul[bb]+B[idx2];

bb++;

if(bb==5){

bb=0;

idx2++;

B[idx2]=0;

}

k2--;

}

}

if(aa) idx1++;

if(bb) idx2++;

fft.Multi(A,idx1,B,idx2,C,tA,tB);

int idx=idx1+idx2-1;

i64 tmp=0;

rep(i,idx){

tmp+=C[i];

if(tmp>100000) C[i]=tmp%100000, tmp/=100000;

else C[i]=tmp, tmp=0;

}

while(tmp){

C[idx++]=tmp%100000, tmp/=100000;

}

for(int i=idx-1; i>=0; i--) if(i==idx-1) printf("%lld",C[i]);

else printf("%05lld",C[i]); puts("");

}

return 0;

}

**SIMPLEX**

// Simon Lo's

// Simplex algorithm on augmented matrix a of dimension (m+1)x(n+1)

// returns 1 if feasible, 0 if not feasible, -1 if unbounded

// returns solution in b[] in original var order, max(f) in ret

// form: maximize sum\_j(a\_mj\*x\_j)-a\_mn s.t. sum\_j(a\_ij\*x\_j)<=a\_in

// in standard form.

// To convert into standard form:

// 1. if exists equality constraint, then replace by both >= and <=

// 2. if variable x doesn't have nonnegativity constraint, then replace by

// difference of 2 variables like x1-x2, where x1>=0, x2>=0

// 3. for a>=b constraints, convert to -a<=-b

// note: watch out for -0.0 in the solution, algorithm may cycle

// eps = 1e-7 may give wrong answer, 1e-10 is better

#define maxm 30

#define maxn 30

double inf = 1e100;

double eps = 1e-10;

void pivot(int m, int n, double a[maxm][maxn], int B[maxm], int N[maxn], int r, int c) {

int i, j;

swap(N[c], B[r]);

a[r][c]=1/a[r][c];

for (j=0; j<=n; j++)if (j!=c) a[r][j]\*=a[r][c];

for (i=0; i<=m; i++)if (i!=r) {

for (j=0; j<=n; j++)if (j!=c)

a[i][j]-=a[i][c]\*a[r][j];

a[i][c] = -a[i][c]\*a[r][c];

}

}

int feasible(int m, int n, double a[maxm][maxn], int B[maxm], int N[maxn]) {

int r, c, i; double p, v;

while (1) {

for (p=inf, i=0; i<m; i++) if (a[i][n]<p) p=a[r=i][n];

if (p>-eps) return 1;

for (p=0, i=0; i<n; i++) if (a[r][i]<p) p=a[r][c=i];

if (p>-eps) return 0;

p = a[r][n]/a[r][c];

for (i=r+1; i<m; i++) if (a[i][c]>eps) {

v = a[i][n]/a[i][c];

if (v<p) r=i, p=v;

}

pivot(m, n, a, B, N, r, c);

}

}

int simplex(int m, int n, double a[maxm][maxn], double b[maxn], double& ret) {

int B[maxm], N[maxn], r, c, i; double p, v;

for (i=0; i<n; i++) N[i]=i;

for (i=0; i<m; i++) B[i]=n+i;

if (!feasible(m, n, a, B, N)) return 0;

while (1) {

for (p=0, i=0; i<n; i++) if (a[m][i]>p)

p=a[m][c=i];

if (p<eps) {

for (i=0; i<n; i++) if (N[i]<n)

b[N[i]]=0;

for (i=0; i<m; i++) if (B[i]<n)

b[B[i]]=a[i][n];

ret = -a[m][n];

return 1;

}

for (p=inf, i=0; i<m; i++) if (a[i][c]>eps) {

v = a[i][n]/a[i][c];

if (v<p) p=v, r=i;

}

if (p==inf) return -1;

pivot(m, n, a, B, N, r, c);

}

}

**CONVEX HULL**

/\* Author : Bidhan Roy

\* Complexity : O (Nlog(N))

\* Handles Collinear points and duplicate points

\* Report at `mail2bidhan@gmail.com` if you find any buf

\*/

point p0;

bool comp(point a,point b){

i64 d=area(p0,a,b);

if(d<0) return false;

if(d) return true;

return sqDist(p0,a)<sqDist(p0,b);

}

void convex(vector<point> &points,vector<point> &ans){

int pos=0;

rep(i,sz(points))

if(points[pos].y>points[i].y || (points[pos].y==points[i].y && points[pos].x>points[i].x)) pos=i;

p0=points[pos];

sort(all(points),comp);

int i=0;

while(p0==points[i]) {

i++;

if(i==sz(points)) return ;

}

int start=i;

ans.pb(points[i-1]);

while(!area(ans[0],points[start],points[i])) {

i++;

if(i==sz(points)) return ;

}

i--;

int sec=i;

ans.pb(points[i]); bool one=1;

while(!area(ans[0],ans[1],points[i])){

i++;

if(i==sz(points)) { if(one) return ; else break; }

one=0;

}

if(i-1>sec) i--;

if(i==sz(points)) return ;

ans.pb(points[i]);

i++;

for(; i<sz(points); i++){

while(area(ans[sz(ans)-2],ans[sz(ans)-1],points[i])<=0) ans.erase(ans.begin()+sz(ans)-1);

ans.pb(points[i]);

}

}

**SUFFIX ARRAY ( MANBER MAYER)**

namespace SA{

// Begins Suffix Arrays implementation

// O(n log n) - Manber and Myers algorithm

// Refer to "Suffix arrays: A new method for on-line string searches",

// by Udi Manber and Gene Myers

//Usage:

// Fill str with the characters of the string.

// Call SuffixSort(n), where n is the length of the string stored in str.

// That's it!

//Output:

// pos = The suffix array. Contains the n suffixes of str sorted in lexicographical order.

// Each suffix is represented as a single integer (the position of str where it starts).

// Rank = The inverse of the suffix array. Rank[i] = the index of the suffix str[i..n)

// in the pos array. (In other words, pos[i] = k <==> Rank[k] = i)

// With this array, you can compare two suffixes in O(1): Suffix str[i..n) is smaller

// than str[j..n) if and only if Rank[i] < Rank[j]

#define N 0

int str[N]; //input

int Rank[N], pos[N]; //output

int cnt[N], Next[N]; //internal

bool bh[N], b2h[N];

// Compares two suffixes according to their first characters

bool smaller\_first\_char(int a, int b){

return str[a] < str[b];

}

void suffixSort(int n){

//sort suffixes according to their first characters

for (int i=0; i<n; ++i){

pos[i] = i;

}

sort(pos, pos + n, smaller\_first\_char);

//{pos contains the list of suffixes sorted by their first character}

for (int i=0; i<n; ++i){

bh[i] = i == 0 || str[pos[i]] != str[pos[i-1]];

b2h[i] = false;

}

for (int h = 1; h < n; h <<= 1){

//{bh[i] == false if the first h characters of pos[i-1] == the first h characters of pos[i]}

int buckets = 0;

for (int i=0, j; i < n; i = j){

j = i + 1;

while (j < n && !bh[j]) j++;

Next[i] = j;

buckets++;

}

if (buckets == n) break; // We are done! Lucky bastards!

//{suffixes are separted in buckets containing strings starting with the same h characters}

for (int i = 0; i < n; i = Next[i]){

cnt[i] = 0;

for (int j = i; j < Next[i]; ++j){

Rank[pos[j]] = i;

}

}

cnt[Rank[n - h]]++;

b2h[Rank[n - h]] = true;

for (int i = 0; i < n; i = Next[i]){

for (int j = i; j < Next[i]; ++j){

int s = pos[j] - h;

if (s >= 0){

int head = Rank[s];

Rank[s] = head + cnt[head]++;

b2h[Rank[s]] = true;

}

}

for (int j = i; j < Next[i]; ++j){

int s = pos[j] - h;

if (s >= 0 && b2h[Rank[s]]){

for (int k = Rank[s]+1; !bh[k] && b2h[k]; k++) b2h[k] = false;

}

}

}

for (int i=0; i<n; ++i){

pos[Rank[i]] = i;

bh[i] |= b2h[i];

}

}

for (int i=0; i<n; ++i){

Rank[pos[i]] = i;

}

}

// End of suffix array algorithm

// Begin of the O(n) longest common prefix algorithm

// Refer to "Linear-Time Longest-Common-Prefix Computation in Suffix

// Arrays and Its Applications" by Toru Kasai, Gunho Lee, Hiroki

// Arimura, Setsuo Arikawa, and Kunsoo Park.

int LCP[N];

// LCP[i] = length of the longest common prefix of suffix pos[i] and suffix pos[i-1]

// LCP[0] = 0

void getHeight(int n){

rep(i,n) Rank[pos[i]]=i;

LCP[0]=0;

for(int i=0,h=0; i<n; ++i){

if(Rank[i]>0){

int j=pos[Rank[i]-1];

while(i+h<n && j+h<n && str[i+h]==str[j+h]) h++;

LCP[Rank[i]]=h;

if(h>0) h--;

}

}

}

// End of longest common prefixes algorithm

#undef N

}

**MATRIX EXPONENTIATION**

namespace matrix{

#define size 105 ///Maximum size of the matrix

#define wint int ///datatype to use (int,long long etc)

wint mat[size][size],tmp[size][size],res[size][size];

wint MOD;

int n;

void init(int \_n,wint \_MOD){ ///initialization, \_n=size of the square matrix , \_MOD=mod value

n=\_n;

MOD=\_MOD;

memset(mat,0,sizeof (mat));

memset(tmp,0,sizeof (tmp));

memset(res,0,sizeof (res));

}

void mul(wint r[][size],wint a[][size],wint b[][size]) {

int i,j,t;

for(i=0; i<n; i++) for(j=0; j<n; j++) {

long long val=0;

for(t=0; t<n; t++) val+=1LL\*a[i][t]\*b[t][j];

tmp[i][j]=val%MOD;

}

memcpy(r,tmp,n\*size\*sizeof(tmp[0][0]));

}

void mPow(wint r[][size],wint a[][size],wint p) {

int i;

if (p<0) return;

memset(r,0,sizeof(r));

for(i=0; i<n; i++) r[i][i]=1;

while(p>0) {

if(p&1) mul(r,r,a);

mul(a,a,a); p>>=1;

}

}

void pow(wint p){

mPow(res,mat,p);

memcpy(mat,res,n\*size\*sizeof(tmp[0][0]));

}

void print(wint pp[][size]){

int i,j;

for(i=0; i<n; i++){

for(j=0; j<n; j++) printf(" %09d",pp[i][j]);

printf("\n");

}

}

}

**MANACHER ALGORITHM**

/\*

\* Author : Bidhan Roy

\* Required Headers : <vector>,<algorithm>;

\* Complexity : O (|N|)

\* If you find any bug report at : mail2bidhan@gmail.com

\*/

int call(char \*inp,char \*str,int \*F,vector< pair<int,int> > &vec){

//inp is the actual string

//str is the modified string with double size of inp

//F[i] contains the length of the palindrome centered at index i

//Every element of vec cointains starting and ending positions of palindromes

int len=0;

str[len++]='\*';

for(int i=0; inp[i]; i++){

str[len++]=inp[i];

str[len++]='\*';

}

str[len]='\0';

int c=0,r=0,ans=0;

for(int i=1; i&lt;len-1; i++){

int \_i=c-(i-c);

if(r&gt;i) F[i]=min(F[\_i],r-i);

else F[i]=0;

while(i-1-F[i]&gt;=0 &amp;&amp; str[i-1-F[i]]==str[i+1+F[i]]) {

F[i]++;

}

if(i+F[i]&gt;r) r=i+F[i],c=i;

ans=max(ans,F[i]);

vec.push\_back(make\_pair(i-F[i],i+F[i]));

}

return ans;

}